**Difference between Java vs C++?**

|  |  |  |
| --- | --- | --- |
| **Comparison Index** | **C++** | **Java** |
| Platform-independent | C++ is platform-dependent. | Java is platform-independent. |
| Mainly used for | C++ is mainly used for system programming. | Java is mainly used for application programming. It is widely used in window, web-based, enterprise and mobile applications. |
| Goto | C++ supports goto statement. | Java doesn't support goto statement. |
| Multiple inheritance | C++ supports multiple inheritance. | Java doesn't support multiple inheritance through class. It can be achieved by interfaces in java. |
| Operator Overloading | C++ supports operator overloading. | Java doesn't support operator overloading. |
| Pointers | C++ supports pointers. You can write pointer program in C++. | Java supports pointer internally. But you can't write the pointer program in java. It means java has restricted pointer support in java. |
| Compiler and Interpreter | C++ uses compiler only. | Java uses compiler and interpreter both. |
| Call by Value and Call by reference | C++ supports both call by value and call by reference. | Java supports call by value only. There is no call by reference in java. |
| Structure and Union | C++ supports structures and unions. | Java doesn't support structures and unions. |
| Thread Support | C++ doesn't have built-in support for threads. It relies on third-party libraries for thread support. | Java has built-in thread support. |
| Documentation comment | C++ doesn't support documentation comment. | Java supports documentation comment (/\*\* ... \*/) to create documentation for java source code. |
| Virtual Keyword | C++ supports virtual keyword so that we can decide whether or not override a function. | Java has no virtual keyword. We can override all non-static methods by default. In other words, non-static methods are virtual by default. |
| unsigned right shift >>> | C++ doesn't support >>> operator. | Java supports unsigned right shift >>> operator that fills zero at the top for the negative numbers. For positive numbers, it works same like >> operator. |
| Inheritance Tree | C++ creates a new inheritance tree always. | Java uses single inheritance tree always because all classes are the child of Object class in java. Object class is the root of inheritance tree in java. |

**Why java doesn't support pointers?**

**Use of pointers:**

* Pointer Arithmetic (Direct Memory manipulation)
* Pointer to Integer Casts

**Issues with Pointers:**

* Invalid references to Memory Address – Source of bugs
* Dangling pointers (Pointer not pointing to a memory location)
* Makes Garbage Collection difficult in Java

Java has pointers but they are not **explicit**, they are called as **References**. And you cannot use them freely like in C/C++.  
  
In Java, types are divided into primitive types (int, long, short, char, byte, double, float, boolean) and reference types (everything else). Object, String, Object[], etc. are all reference types.

The only *real* use for pointers is direct memory manipulation. Since Java doesn't want you to do that (and in fact its garbage-collected memory management would actively interfere with and be broken by manual memory manipulation), there's no need for explicit pointers.

**How to find 3rd highest salary of employee from table?**

|  |  |  |
| --- | --- | --- |
| MySQL | SQL Server | Oracle |
| select salary  from employee  order by salary desc  limit 3,1  SELECT \*  FROM `employee`  ORDER BY `salary` DESC  LIMIT 1 OFFSET 2; | SELECT TOP 1 salary  FROM  (SELECT TOP 3 salary  FROM employee  ORDER BY salary DESC) AS Comp  ORDER BY salary ASC | SELECT salary  FROM  (SELECT salary  FROM employee  ORDER BY salary DESC  LIMIT 3) AS Comp  ORDER BY salary  LIMIT 1; |

(In the offset use 2 if your DB counts result rows from 1 and not from 0.)

**Explain Autoboxing and Unboxing in Java?**

|  |  |
| --- | --- |
| 1. **class** BoxingExample1{ 2. **public** **static** **void** main(String args[]){ 3. **int** a=50; 4. Integer a2=**new** Integer(a);//Boxing 6. Integer a3=5;//Boxing 8. System.out.println(a2+" "+a3); 9. } 10. } | 1. **class** UnboxingExample1{ 2. **public** **static** **void** main(String args[]){ 3. Integer i=**new** Integer(50); 4. **int** a=i; 6. System.out.println(a); 7. } 8. } |
| Output:50 5 | Output:50 |

Boxing is used so that primitive types can be used along with generics in Java.

Eg. List<T> is a generic type and T always expects a Object but primitive types are values not Objects. So List<int>, List<Float> is not possible in java.

That’s why we have wrapper classes which will wrap primitive types into their corresponding wrapper class and make them as Object.

Integer x = 5; // this is not a value, here x is an object which can be used with Generic types easily.

**Why we cannot override Static methods in Java?**

Overriding depends on having an instance of a class. A static method is not associated with any instance of a class so the concept is not applicable.

We **can** declare static methods with same signature in subclass, but it is not considered overriding as there won’t be any run-time polymorphism. Hence the answer is ‘**No**’.  
If a derived class defines a static method with same signature as a static method in base class, the method in the derived class **hides** the method in the base class. This is also called **method hiding**.

**Can we overload Static methods in Java?**

The answer is ‘Yes’. We can have two or more static methods with same name, but differences in input parameters. For example, consider the following Java program.

1. // filename Test.java
2. **public** **class** Test {
3. **public** **static** **void** foo() {
4. System.**out**.println("Test.foo() called ");
5. }
6. **public** **static** **void** foo(**int** a) {
7. System.**out**.println("Test.foo(int) called ");
8. }
9. **public** **static** **void** main(String args[])
10. {
11. Test.foo();
12. Test.foo(10);
13. }
14. }

**Can we override private members of a class?**

No, a private method cannot be overridden since it is not visible from any other class.

If you try to define same method in subclass, then your method in subclass won’t even have an idea that parent class also has a method with same name since that method is private limited to parent class only.

|  |  |  |
| --- | --- | --- |
| **Property** | **Abstract Class** | **Interface** |
| Methods: | Abstract class can have abstract and non-abstract methods. From Java 8, it can have default and static methods also. | Interface can have only abstract methods. |
| Multiple Inheritance | Abstract class doesn't support | Interface supports multiple inheritance. |
| Final Variables: | An abstract class may contain non-final variables. | Variables declared in a Java interface are by default final. |
| Variables | Abstract class can have final, non-final, static and non-static variables. | Interface has only static and final variables. |
| Implementation | Abstract class can provide the implementation of interface. | Interface can’t provide the implementation of abstract class. |
| Inheritance vs Abstraction: | Abstract class can be extended using keyword “extends”. | Interface can be implemented using keyword “implements” |
| Data Members: | Abstract class can have class members like private, protected, etc. | Members of a Java interface are public by default. |
| Multiple implementation: | An abstract class can extend another Java class and implement multiple Java interfaces. | An interface can extend another Java interface only |
| Example | public abstract class Shape{ public abstract void draw(); } | public interface Drawable{ void draw(); } |

**Difference between Mutex and Semaphore?**

|  |  |
| --- | --- |
| A mutex provides mutual exclusion, either producer or consumer can have the key (mutex) and proceed with their work. As long as the buffer is filled by producer, the consumer needs to wait, and vice versa. | A semaphore is a generalized mutex. In lieu of single buffer, we can split the 4 KB buffer into four 1 KB buffers (identical resources). A semaphore can be associated with these four buffers. |
| At any point of time, only one thread can work with the *entire* buffer | The consumer and producer can work on different buffers at the same time. |
| A mutex is **locking mechanism** used to synchronize access to a resource. Only one task (can be a thread or process based on OS abstraction) can acquire the mutex.  It means there is ownership associated with mutex, and only the owner can release the lock (mutex). | Semaphore is **signaling mechanism** (“I am done, you can carry on” kind of signal).  For example, if you are listening songs (assume it as one task) on your mobile and at the same time your friend calls you, an interrupt is triggered upon which an interrupt service routine (ISR) signals the call processing task to wake up. |

**Difference between Contiguous and Non-Contiguous Memory Allocation?**

|  |  |  |
| --- | --- | --- |
| **Property** | **Contiguous** | **Non Contiguous** |
| Basic | Allocates consecutive blocks of memory to a process. | Allocates separate blocks of memory to a process. |
| Overheads | Contiguous memory allocation does not have the overhead of address translation while execution of a process. | Noncontiguous memory allocation has overhead of address translation while execution of a process. |
| Execution rate | A process executes faster in contiguous memory allocation | A process executes quite slower comparatively in noncontiguous memory allocation. |
| Solution | The memory space must be divided into the fixed-sized partition and each partition is allocated to a single process only. | Divide the process into several blocks and place them in different parts of the memory according to the availability of memory space available. |
| Table | A table is maintained by operating system which maintains the list of available and occupied partition in the memory space | A table has to be maintained for each process that carries the base addresses of each block which has been acquired by a process in memory. |
| Wastage | More Memory wastage due to Internal fragmentation | Less Memory Wastage as all the memory blocks are utilized. |

**What are ACID properties?**

A transaction is a very small unit of a program and it may contain several lowlevel tasks. A transaction in a database system must maintain **A**tomicity, **C**onsistency, **I**solation, and **D**urability − commonly known as ACID properties − in order to ensure accuracy, completeness, and data integrity.

* **Atomicity** − This property states that a transaction must be treated as an atomic unit, that is, either all of its operations are executed or none. There must be no state in a database where a transaction is left partially completed. States should be defined either before the execution of the transaction or after the execution/abortion/failure of the transaction.
* **Consistency** − The database must remain in a consistent state after any transaction. No transaction should have any adverse effect on the data residing in the database. If the database was in a consistent state before the execution of a transaction, it must remain consistent after the execution of the transaction as well.
* **Durability** − The database should be durable enough to hold all its latest updates even if the system fails or restarts. If a transaction updates a chunk of data in a database and commits, then the database will hold the modified data. If a transaction commits but the system fails before the data could be written on to the disk, then that data will be updated once the system springs back into action.
* **Isolation** − In a database system where more than one transaction are being executed simultaneously and in parallel, the property of isolation states that all the transactions will be carried out and executed as if it is the only transaction in the system. No transaction will affect the existence of any other transaction.

**What is transaction and what are concurrency control techniques?**

A transaction can be defined as a group of tasks. A single task is the minimum processing unit which cannot be divided further.

Let’s take an example of a simple transaction. Suppose a bank employee transfers Rs 500 from A's account to B's account.

States of a Transaction:

![Transaction States](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAjAAAAEbCAYAAADEcr4HAAAD9GlDQ1BJQ0MgUHJvZmlsZQAAeNqNlM9vFGUYxz+7886sCTgHUwGLwYk/gJBCtmCQBkF3u8u2UMtm22LbmJjt7NvdsdPZ8Z3Z8iM9cdEbqH+Aihw8mHgywV8RLsBBAwlBQ2xITDiU+CNEEi6G1MNMdwdoxff0zPN+n+/3+zzvk4HM51Xfd9MWzHqhqpTy1vjEpJW5QZpnWEM3a6p24OfK5SGAqu+7PHLu/UwK4Nr2le//86ypycCG1BNAsxbYs5A6Brpr+yoE4xaw52joh5B5FuhS4xOTkMkCXfUoLgBdU1E8DnSp0Uo/ZFzAtBvVGmTmgZ6pRL6eiCMPAHSVpCeVY1uVUt4qq+a048qE3cdc/88z67aW9TYBa4OZkUPAVkgda6iBShx/YleLI8CLkLrsh/kKsBlSf7RmxnLANkg/Na0OjEX49KsnGqNvAusgXXPCwdE4f8KbGj4c1abPzDQPVWLMZTvonwSeh/TNhhwcivxo1GShCPSAtqnRGoj5tYPB3EhxmedEo3844tHUO9WDZaAbtPdVs3I48qydkW6pEvFrF/2wHHvQFj13eCjiFKYMiiPL+bAxOhDVit2hGo1rxeS0c2Awxs/7bnko8ibOqlZlLMZcrapiKeIRf0tvLObUN9SqhUPADtD3cyRVRdJkComNx30sKpTIY+GjaDKNg0sJiYdE4aSeZAZnFVwZiYrjDqKOxGMRhYO9CiZSuB1jmmK9yIpdIiv2iiGxT+wRfVjiNfG62C8KIiv6xN52bTmhb1HndpvnXVpILCocIX+6u7W1o3dSve3YV07deaC6+YhnuewnOQECZtrI7cn+L81/t6HDcV2ce+va2kvzHH7cfPVb+qJ+Xb+l39AXOgj9V31BX9BvkMPFpY5kFomDhyRIOEj2cAGXkCouv+HRTOAeUJz2Tnd3buwrp+7I94bvDXOyp5PN/pL9M3s9+2n2bPb3h6a84pS0j7SvtO+1r7VvtB+xtPPaBe0H7aL2pfZt4q1W34/225NLdCvxVpy1xDXz5kbzBbNgPme+ZA51+Mz1Zq85YG4xC+bG9rsl9ZK9OEzgtqe6slaEG8PD4SgSRUAVF4/jD+1/XC02iV4x+NDW7hF7RdulUTQKRg7L2Gb0Gb3GQSPX8WdsMQpGn7HFKD6wdfYqHcgEKtnndqaQBMygcJhD4hIgQ3ksBOhv+seVU2+E1s5s9hUr5/uutAY9e0ePVXVdSzn1RhhYSgZSzcnaDsYnJq3oF323QgpIrbvSyYVvwL6/QLvayU224IsA1r/cyW3thqc/hnO77Zaai//5qdRPEEzv2hl9rc2DfnNp6e5myHwI9z9YWvrnzNLS/c9AW4Dz7r9ZAHF41VQqcQAAb4FJREFUeNrtnXd4FNXXxz/ZOhN6k450RKVJEQtFQRAQC2BDBURBRREbimJBEVREukqVJlV6TQB/1teOHTuIgggqTYoEAvP+ce9kJyGBBHY3s7vn+zzneciy9c6Ze773VBAIBAJBNFEAaAjcAjwFTARWAO8BXwLfAd8CXwHv6/97TT+3B9BEv4dAIBAIBAJBxHAG0FUTla+Bo4B1mnIM+B6YrElNOVlmgUAgEAgEp4sawKPAZ5psOMlHmiYy84DBwB1AR6AZUB+oDZwD1AUu1v/XSz93Fsozk5YNqfkSeFq/XiAQCAQCgSBXKAz0Bj7OQiwOAKuAB4ALgGAYPssPNAbuB5YC+7N85lfAvUAxuSwCgUAgEAiyQzVgNLDPQSB2A9OADmEiLCdDALgMmATsdHyP/4ApwNlymQQCgUAgEKBJwRwy57S8icp3MfLxe/mBa4AUQuGrY8BylNdGIBAIBAJBAqIKMNtBXA6hkmnPceF3rQaMQ4WxbJK1FKgjl1EgEAgEgsRAEeBFTVhs4jKG2KgAKgEMJZQrkw5MQFVICQQCgUAgiFPcCPypjf9RYCpQPgZ/RylgFHBY/5a9wD2ARy6xQCAQCATxg0rAGkLhl3dRpc6xjpqonBj7d30C1JPLLRAIBIJEQlI24smjZPce+Y1ewL/awP+NahiXFGfX7krgd/0bDwMDAa/olEAgEAgSAR5t9LyAD/DP702R9S9T/dfX/OdvnWO0+nNusN3f84Id/5wXbL99jtFq61x/069eCdaa/SAlUVUzPi1eh/HJL5QEljm8E/P0Y/GKgsBYQhVLH6OSf3OCGSWd8jh16v4LMN8fTaVNM/31tsw0Wm6bF2y7fV6w4/Y3gldsmxtss22O0ez7qYE6b46g/DmqrNyfRackTCYQCAQJTlY8tlH59BWq/v2GecO+Zcazh1aZiw6vNr9KTzV3H1tnWrmWNca+wynGd4dWmyv2LAu++M8Co/uG8YGztQGyiVG0CM0lwB/akO8Erk2ga3sp8Buh3JgbsnnOhUBqBMmKf/L9FN82L9h2z2Lz4QOrjGlpq8yP0teYfxxbaxzNvV4Zhw+nGJsPrTLeObDMGL97UfDe32cazQZdS8EspEYgEAgECeBh8b33HFV3LQnecWC5+UZ6irktT0Qlj5Keau48tNpcsXtR8P4NEwPnOAhNpDw0j6CqcyzgHaBCAl7rIiiPk+19Go/yZoAaUWA3yasVLiI84VqKbJsfuObAUnPc4RTj27wRlTzKWiMtbbX58f5lxnO/zTJaX3sBpiY0+e31EwgEAkGYkGSTlo9GB2vsXWo8nrbaXB9JwnIyOZxi/PDv0uALGyb7GzjITDiMTiFgEaGGb0/L6ZzeqC6+FvAh0IhQroyFKic/FZ3KIC1/vWHcemCVuezYOuNgfulUeqq56+AKY+a2eYGrW1bGcJAZgUAgEMSit6V3Q5J3vGF0O7TaeOvYOuNYfhKX7CRtlfn57oXBviN7UPQ0vTJnogYr2u3/O4gKZKABsJnsp2Hv0CQy1zoFBH6Y7Lto/0pjenqqsc9tOpW+xty+d5k58rOxgbP0bxOvjEAgEMQIcfG91pdSOxcagyIdHgqj0dmzd7E5KnUwVch7KOACbYgtYAMnTlxNVJTTxC47EtM5t8Tlj3nmjWmrzI9iQaeOrTWOHlhlrNw8w7gUFT6LZg6WQCAQCPJyOn6tL6X2LDWGpqcae2PCyGSVVOPQvqXGhHWDqJpLInMVcFAb4hRU7ocgM7zA4hzIi71u2cEOPwa2zjFuOZRifB+TOrXOtA6uNN79bZbRWoiMQCAQuIy4dGxI8t8LzAfS15j/xKqRyXJ6PrBnkfH8iNsoTs6hpd6EknVfxR19T9yIsScgL3ZH4krZEZefphut8ztnKpxyYJWxcv0rgbpIaEkgEAjy/WQd+HGa0epwDJ+OTyRHUsxtv882b8zm5PyYwwA/IapwQhQErtBE5qccSMwgByH2zR9EpQMrzPnxqFPH1hhHdi8xR9zXkqJIsq9AIBBE3+sytBsl9i4xproxOTfsJ+eVxqqVAzlTG5whDs/B7aIOeUYV4E5UWGmvXsvf9doGts4J3pnnHkAxKIdTjM2/zAxejoSVBAKBIGrkJbDhNePSwynGr/FuZLIk+v7TvY1nsDa4R8i+QZsgb/ABzYBn61en5YHl5rJE0qlj64xju5eaY29qR2G9FkJiBAKBIALwAsEd84wnjqUa6YllaEJy5cV8ZAa4DunCGjZC/OUE3yVHUs0/ElWn0lLML1OH4iy7FggEAkGYjIzv0WsokXgn5ByqSlaZnywckOtKJcHxsBN1g9vmmw8cW2ccTnSdSk81d/84NXA1ElISCASCsJEX/9zHqfbfSvNrIS+OBN9Uc+sHI/xNkIqSUyIv5SB51yJjvOhSpjL+9G1zg/cBQSExAoFAcHrkJfC/5/wNE9m9f+JTs/HvNxOCHfSpWUhM7siL7+r6FN2/zFglOpS9/LPIHAUYQmIEAoEg7/ACwbdH+JodSY2T3i6RK4v9b8PkwLVyas6dN+/ONpyxb4XxjujOyUiMMQVIRkqtBQKBIO/kJX2NuUeMSa6qSQ5/OzFwg5yaT0xebrmQM/YtMz8UfckliVlszAQKCIkRCASC3JGXwPJB/iZHUsydYkTyEE5KMQ59Oj5wlXhisicvF9eh2L/LjLdEV/Imfy8wJognRiAQCE5uaAIT7uGstNXmn2I8Tikn5sA7w33NNYmRnBhdwQYU2LXEXCo6cmqyZbbxnIPECDEWCASCrOSld1vKHlhlbBCjcTodVs3tk+6jNpLYm2STlz/mmmNEN06v4d2G14zeSIhSIBAIjjM0fqDgniVGqhiLMIweWG58e01dziCxG5N5AfO7qcE+ohNh8e6lrXnB18pBYgQCgSDh4QMKbJ5pDBFDEcbchcXGXBI3AdMDGIsG+S5OX2McFH0IU8fe1ebWx6+lisO7JxAIBAkLL2C8PcLbMZHHA0RKfpgWvBcwSazcBQ8QuPIiyv232tgkehBe2b3UeBMohIwdEAgECQwPEOzWmkqHVppbxThExO2/b+J91CdxknrtvJdC2+cZr4sOREZ+nBoYgErqlXwYgUCQcLDzXgr9+YYxT4xC5GTvMvMToHCCnJi9QPIHowNd5dpHcjK6cXDK/TRC5cOIF0YgEMQNMRmujeWJ4APMtS94O4lBiLx8NyXYn1A+TLyemD1AsN35VBCPXhSI8VLjfaAIkg8jEAiiQCySgVJAZaCGQ6oD5YCiejM6HZwLWMBbQPETGZrzq1D64ErJUYjK4McUY++gGzmLUCgpHvXbBxT6bbYMaIyWrH/Vfw+hUJJAIBCcEpKBxsBNwBPAVGAd8A2wAziqiUVu5CDwO/A5kApMAZ4CegKXAuVP8D3udrzPT5ogZed9KfjDNGOwGIHoyfb5xiziN/nSA5jj7ub8Y+uMw3K9oyOHVps7Lq1H+TgmxgKBIMzwAQ2BfsA84IdcEJRjwAHgL+BXTS5+An4Efgb+AHYDabkkOfuAz4AZwP3AJdrjMi/L83YCLbIYGuPu9tQ8kmLsFSMQRUk10mc94muOqkqKp+RLO5+q6F8LjRS51tGVn6cHX9LEWLr0CgSCbFEZuAtYpslDVkJxGPgamAsMBW4HLgPqAmXy6OJNBioB5wGXA72AwcB04D1Ngqw8yGGgh8PQFP5tdlDc/PkxnG+hsQaVtxBPXhgvkDz3SW87ucb5Ep7c36sVNZGEXoFA4EAV4GFgfTak4EfgNeA2oB6nn7uSVxQDLgB6A68AH2oPz4mIzHOA2bsjZ6WnGgdk88+flvAzBvguJX5KYJO07hf7e4HxP7m++SO/TA+OJVTpJl4YgSBBEQS6opJgncZ/LzAflYdSzqXfvVcuvDFLPnkl+Ips+vknf75hrEIlbMeDF8YLJE960HeZXNt89MKkGvs6N6aqeGEEgsREaeBZ4B+Hsd8PzAKu1MTG7Xg9B9LyN7AUGFjQpPOeZeYu2fTzNxfmme40jAMvjB2SLLZlrrlArm3+ypcTA0+LF0YgSCycCUwEDjkM/mfAHajEuFjC76hk4W/1b+oB1CRU4lr447GBh2Wzd4XLfzyxnwvjBZJva8O56alGmlzXfB8g+juqTYN4YQSCOEcZYCyhqp+jwCJUXkksIgC0Q4UmssKjPUildi81v5TN3hVD+f4pWZKyMWxsMiqP1r8akCGgLpGlz3hvAArqA4tAIIgzBIFHUeEhm7jMJPt+KfECH1BwWC9ayCbvHkkd5u9J7Ja/ejT5Kr13ufGTXE93yNa55jJUO4UAEkYSCOIK7YBfCIWKFgFnx/lvzshT+G5K8GXZ5N0j21QybwlisxW8Fyg4qpevrVxLVyXzHqxTiaqEeg0JBIIYR3FUwzebuHyDavyWCLBPymX2LjM2hmujPLrctNqRlGO103ktk6yV0wNh3Zz3LTGt/Smhvz+7J2AB1tBRvjy9j/26Lv082f4dxf4dB+qeSRVirxW8TYqLfzspOE6Ig7sk5Tn/naj8KgkjCQRx4HXZrg3rAeCBBDuZ+IBCg3vQMpyb5MkIjC2TXvOH5/MWm1YzkixfLaxd+rG3b/ZbgPXI8LwRmA96KsLSorsn27+jKSuH+G9HVY7EUhjJo0/4ZfcslfCR2+S3WcFlQElUuFzCSAJBDCIAjEBV5VjA20C1BFsDu8lY8Y9fDjwbKQKzblEws6dkgWk90cRjAVbwAqz9YfrMdiRZ/gaO90sxra1zTWtXihmzBGbjdGMWKowUS7NsfEDBbm1pIoTBnQnippqXJkMeBYIYREVUKbTdRr9/gp5EMhItt8013okUgXl3afD4IXOvmhZg+Wph7bAfW2BaY2/wWc1qJllVy2M1qJlk9e7msdYvNEIGfVjQ6twiyVo8JWAtus1vNSiP1f6qJOvmFh6rqvbqtG+TZK2cFbS2DDOse6/wWIsdoarcfMaJCMzOMYZ1cwuP1buXx0rL8pvW3OG3OrdIsiZN8IdtHfcvNzYDZYmtnAU/UCzlBd8jQhjcKcN7eds5PHsCgSBG0JzQrKBfUBOiExVeoIAJFQ+nGPsiRmBWGsd7FgYGMxGYowsyh5wa1Mwcfvom1cgUFnLKWY2PD1U9NdqX8dynRqsQUm4/40QEZt9kM+P5zt/l/L3hCovZcstlNEJVI8VCU7sk7S0q/fOM4GIhC+6U90cFhiDVSAJBTOF24Ig2QKvJvidKosBOtCwy6GYuD/cG6TToI4b7rO8nG9Y3Whb19Wd4S2ySsP0FIyOktCk19B59q6tQ09CXfZnIBGC17+Kx1k8LWjuXK8+KnQNjv95+rk1g8voZOYWQnqimnt9vsDfj99rv7fQohUuWPOPvQ2i0gNuNjRcoAFTcszR8SeEi4ZXpj/jeQ81r+0kf5H4FtgDbUA0vvwU+AFKBN4ApqCG0vYDWqHC7X0yKQBAdPO04bb+AdKK0819KrBnmeyySBCYn8dXC+kETiX2TTevJbl5r3TxHuCnFtJ6t48lEQmwyYV6SlCmEY3+ev0EoiTcrgcnrZ+REYL6+//jvMK21zwKsbo95w25svpkYnIzqoBoLeTBeoNB5tah7bK1xVMiCO2XdsMCf5G1ifXZyVBOfN4CHgGaovBqBQBAmeIBJ+oZL114YgSP/ZcMUY0YkCUzzjknWkzd6rf62dPZa457wZRANW3ZONq0hnbxW8/pJGR4aZ0goE5no5cn2805EYPL8GTkQmKMLTKuBHUZaGsycsJxNvs/pyh/zjPcgZrry+oFio/p4rxei4F45uMo4VrIQHYH6QHXUyJQKqA7klYBzgKbAZUAn4FbgcWAy8CawEZU/mJXUHAHWA88ADWSbFQhO7zRoDzDcD3SQJcnwvnj0aan8trnmR5EkMB+mGid9vu3VsOW8+klWrxs9Vq96J/aO5IXAnOpnZPeZE5p5LcC673mftVOHj7J6hcKWyLvS3IZKPC+AexN5kxxevVIrhwQGCVFwt7x0p7ezIzR5qoegWkA3YBzwCaHRK7b8CozUZEggEOQSPmC+von2AhfJkmQyNl5UYmjlf5eb2yJJYHLjlbDDOP0e8mYiAbNb+fJMYHbkQGBO9TOy+8ztQxRpqd42yRrewXtK/WZyL8axciWphbvHCiQ5vHplPx8fmC4kwd2ybLDvEVQ/mHAm8gZROTLjUDk1TjLzCXATkjsjEJz0ZDBL3zS7gSayJMetjw8oEgxSM32NcSSSBObdXBCYMY0VCVjp6Bmzc7JKzOUECbbZEZj9ORCYU/2MbD8zxbQ6kX0VUyTk3i60cpyW3RhGsklxMlDxl+nBtXn+nSmm9fXYoLX2xYD1zrCAtX5aUIhGBOX/RgfHAKUjHJpsBDxHqPLTAv4AHtMeRYFAkAWvOjwvjWQ5siUwfqD4dc1pHonNMa8eGJtceCpgDb3XZ/W/wnPc6IEPFxo5E5jFISLSrqXqA5MTgcnrZ+T0mcuvCZV0N+yaFFFjM+F+b3fcPRfJJjAFgSp/zje+yVPzwEcCx+UkoRO9504JxAwpOLpcEVtnKDMtxbR2LsnSTC6bx067t0sdpd8frsgdkf52SnABUI7o9BgKAj2Azx3XdyvQVbZjgSCEZ/XNcRDV80WQPYEJACUfv4VOkSYwudlQD8053qNxXtska9GAEEm4b7jvhHOJhmuCYodzss5COtXPyOkznT1hwt37JassfNr3IO6uRErSXr3CQI3dS8wtuf1tc67xZayjpwJWr84e694rPJkIzYhR/tggMItVgrenQiiUafcjcs7kyu6xcBGY3CaS/zIz+CYqYTfaHXlbAB877sP/AxrKtixIdNxKKBO+vSzHCQlMEDhj3L3e291kAL6fbFjrxwetTXONTKMHts41c5Ugu3OBOtmmRfAzMl6TTTfhSMna5wODo+DuP10C40eFuWr9t8rYm5vf5UysfvjJzLlJx1JMa1onX1RCdOGUnQtMa+tCx3DQOwKZQpQ5PRYuAvNuLgnMH3PNz4DK2mvmzQd96abDSfae/TDSVE+QoGhFqKxPSqVPTmAMoPSMh/33ST5AHmfJLDet/ctDHh9nQ7tIyXsj/KNQJa5uJzDFgLPT1xiHc/O7btIesS79PTnmxdhesxGOEQ1bRhjWzfVC3rTmTZOsuRMCmV43vIPX6t3LY309Pmj1Ot9jNaiZZJ1XP8ma9LLfOrTAtJ64wms10CMlOnf3hMr6T/O1E27wWf1u91r7U0xrbCev1a5GUgbR7XeH1xqd9bE+IeK273X93nrMRfs2SdbiCceH0L4fFrQ61UuyGtRMspo3TbImvei3hjTOG4H5e4HxPVCVUJfn/EAB4EVCM+lWoDoECwQJg6rALn0DPC/LkWsCU2bWYzKvJq+SdZzBpmi0fh8dfIXo5SucDoEpDpybFw8WYK0/gXdl3xLl0bCNvB3SswlAs/IhItNbNxJ05kTlVqpfqcrgT/e1DWyv3Irj38dbA+vCbPJ8dq0zre0jjEyPO0No/Z4MkWTn789Ock1gFhm/oDrqumEmUjvgH/0bfgPOk21akAhIBr7Uir9YXJC5JjAmUHbeQN/jQkryJl/fH7Cq1VSn/nWzolMp8+GY4CTUBGG3E5gSRZNpkKtQyxhlsJ0JryfNMXE0EXQa9bf7hoz6ykWZmwsGL8D6ZolhHUsxM7wU6BEXaXpAaFVNJLZmyd861dc6f9MaTXgfeT4ULjrusZSQN+qWPiGPzpo7QmR5/Qoj0++/pZ/H2r/OtA4tCU13zwuB2bnY2AzUwD1DHSug8mEs4F/gEtmqBfEOu1HdD9oVKsgDgZn5SPjHCIhEIIQ0KjheE5hoJ1zmmcAEoG5eCIztgcjNa+zckepdknJM4n5qtC8TCVk8L3Dc6zNVjaVkrpgLx2tP1hE662NOMpeWQ27L0Jd9od/fNinHKrxce2AWG5s0gSmCe6ZS+4EFek//D5UaIBDEJW5zsPXashx5JjDlpjzk6S8Ewf3yzkv+sfqE6noCA9RNTzHST0pgRuTOA5O2XCVY708JGf7sZk59oI1778e8GUTCUwHrhzfN44iDsyQ+a8+icLw2rwTGOaS0ef2kTIJj1EV273WqSbx/LTB+Amq6jMCgv8sc/bsPABfKli2IN5ylldtCegmcMoEZfY+nrxAE98vqoYEXY4nApK029p+0dH6qmZHncaJS+2erejJK420Dnl31jv1//QZ7syUSp0NCIk1g3u7pzzTiokHNkDRvmmQ1q5lkjZvgD71u+OkTmC1zza9dSmDQOj5Dr8nfQBXZtgXxggChvJdpshynRGAMoOwjXb3dhCC4X+YN9D0eIyGk4kDdPUvN7bnpvGtXGHXo4zkpyZkxO5CRQN2+lyfHZojOEFKsEJjvHwlmJANn/V3bJxvWihcD1tbUUAJ5i2x+/+15DCH9Mt1434UhpKwkZp3e579FJl0L4gRDtVL/hOphIDhFAtOlGVedklGVtu9RlbH3evoSQ1VI2+cbP+e1D0zvLDOq9k3NnEy7f51pbXnayDZZdecYI4PorFsUdCWBcXqNsj52aGqoImvlvNDvOjonlNsyY3bA2jgwmNHwz/n7nZVJuSUwX00MrEJNonZLEm92KImqSrKAKbJ1C2IdjYF0LTLh9PQITOnShWl6bJ1xTNq+u7vt+90duQ4o63IC40P3gflpqvFhbtfCWd1jd+Lt1caTY2lw/9Kh/3vyIa817U5fhj427J6UKak1VyTEkQC7bmkw7K+1vSbVamL11j1fsnvMnnAOWP1u91pjbwv9LrtM+7jff6/XGtLBm2mtctuJ9+2X/NNxTxn1idAQldBrAdfI9i2IVQSBDVqRh8lynBaBCQJnAPX3rTR3Stt3d7d9r1mJi3F/J14fqhPvWR+MDizJy3osv9OfLSlu3jHJ+iELyTu62LT6N/Ec99zO3T0ZgzyzI6c5jYWwn2sTynC/dsswI9M9syOHx46tM60JHXzZrsGOLL//3rrHz/HqVCMpT6R43pO+58m/Trx5RV/9W7dpHRMIYg5PaiX+Tm/kgtMjMCWBun/MMzZI23f3tn0/sMLcA9TThNPts5CKADUXD/K+fCphye8nG9aHY4PWh2OD1qaFJ9ahLVPVc98ZGbB+WGi43tu3fYGqpDrRY8fWmdbOOab14digtX5KMJNuZpWNeq2+mXVqv/2ZWz33AGeiuuF6XL5neQkNghwjW7gg1lBduxGPAc1kOU6bwARQ+Qpnf/JKYJW0fXdv2/ff55hfAecQG9OoCwFVB3f3PCi5S+6WC87hckKJ4Z4Y2Lea6v3/CKoKVSCIGazRBvA1WYqwGBu/fVpeNMg7Ttq+u7ft+yfjAkuBWqj8Er+LCYxHn+YrXXj2KSaHi0RF9i839wCNcPd8rewwWd8782QbF8QKOmml/UefQgXhcfcXAqr2v95zl7R9d2/b95kDfM+TOdkyyaU6ldFfCDh/z7Lc51aJRFd+nm58igpLlkKFJWNlBEsF1NDeo0jzUkEMIAhs1Bv+HbIcYXX3JwMVSxWl+ZFU44i0fXdn2/ful3MjKlfBTrZ0M4Gxk8MbbJhsfCBkwaWNEZ/zzwDOdnj1YmmG3ExtDybJVi5wOx7Ryvo17s+UjyUCk9ELBmi4da7xg7R9d1/b9wMrzD1+aKK9GskuvgeSyNwL5px5j/snCllwpzzRzfMAKq/QrU3sToR6+j47qAmYQOBKlAT2amVtLcsRdoNjVyLVSXnBP1vavruv7fs3k4x3cH8FkhM+VKirxk2t6SVkwX1yeLVxqEQRLiVUgRSLB8O1+h68V7ZygVvxklbSFbIUESEwflRPhZoPXuvpJ23f3df2fdrDvuGoioviuLcCyQmvNopnAhfvWWbuEtLgLvlxWvALVENQuzGiJwb3r+u1bfhEtnKBG1GBUNl0PVmOiJ2WCwJnGtBs/3Jzj7R9d0/b9/RU42jjs+gIVMXdCbxO2KHJMkCj90cHU4U0uEum9feOA+po72ssePWyQ0FC3Xmry1YucBsmaeWcLUsRUWNj6pNYo4/GnNzYSNv36LV93zwr+C0q/8U5xNHtBCZJe4pKAOcOuNEzUEiDi2StcbRRDTqTeYhjUozuX4v1ffSAbOUCN6EyqlnREWHXETc2QW1sznnkRs8AafvunrbvMx7JOCmXirGTsp0HU62AQet9J/HsiURPfpkR/Aa4EKhE7Oa/2LhZ31NvyVYucBPGa8WcJksRNWNT1Qctdy8x/5a27/nf9v1IipF2VnmuIFQp4tYGdjl59pK156hp6guB5UIe3CFj+vpGAvVRSeGx1MAuOxRB9YNJ0/omEOQ7ymuFPIrqPiqILLwOY9N42WD/XNno818+Hx98FzgflQtmn5RjxdVvj6ooCdTp1II+ck3zX/5bZRwoU4wOel8tSuz1f8kOX+nDbivZygVuwCitkHNkKaJmbOww0tmNanDjyZraiURe7r6SB4Bzib3wEYQ6PRdGdRC+5KdpwQ1yXfNX1r4YWAFcAFQk9sNHWb31g2QrF+RmY8oqnjxKdu9hoyiwTytkXVnuqIaRCqFyjy7++OXge7Lh55/8Nsf4BWiOqj4qEqMnZedYgUZPdfM8J9c2f5N3WzegJ6GcqlgPH9noru3FctnGBbnZlLxafIB/fm+KrH+Z6pum+5tsnWO0+nNusN3f84Id/5wXbL99jtFq61x/069eCdaa/SAl9Ubs0+J1EBobdtfdVFnqfDE2pYH61zbjnmPrjGOy8eePDLnNMxQ4j1CfjlgKHzkPOwFUp9SzfNBm23xzq1zf/JH1rwY+AFoQWyX5uUEtbTO2yTYuyGrUPDZR+fQVqv79hnnDvmXGs4dWmYsOrza/Sk81d+fpRlpj7DucYnx3aLW5Ys+y4Iv/LDC6bxgfOFsTmyDwh1bGNrL8UTc2dlO76kDLLyYEPpGNP/qybb7xmw8uBWpq4x8Lzetygt3UriJwwXO9PKPkGueP9+Wqi7lbk+IyxG7zupz2LttrX1y2ciEtXsD33nNU3bUkeMeB5eYb6SnmtkjeYOmp5s7f5xirG9VinWnysTam2XloBJE1Nsna5d+wcwvuPbbWOCoGILryTE/Pc0AjQsm7sXxSdibznhOE9n/MN7fIdY6ufPxy4APgElTvl6IxToqzw9eawFwg23hinr69gO+j0cEae5caj6etNtfn66yOFOOHf5cGX9gw2d/AQWaEyETe2Pj1qb8mcOl7I4NviQGInmycEfweNfMrlkYH5GZvKYgaLXDR/V08Q+RaR3UvPdysDr2AhvpwYock4wlLNIHpLtt4gnlbejckeccbRrdDq4233Jj3kLbK/Hz3wmDfkT0oKl6ZiMPn8MKcV78a3f9bZfwnhiA6bv6bLuNB1IyaePC+OPcZe2joOcDl30wKfiXXPDqy7NnAMu19qRmn3heAEZrAPCFbeGIQF99rfSm1c6ExKNLhobCFmdaYe/YuNkelDqaK3tiFyETO5V8MnQsz6QHvdDEEkZc3XwqkOgyN0/sS6zpul1QXRHV/bdq8PncfTjHS5LpHVnYuMf8uVYQuQANiOyH8ZOirCcxE2cLj3OPyWl9K7VlqDE1PNfbG5I2Zahzat9SYsG4QVYXIRARevdGVAeoH4YrNrwc3iUGInOxZZu6qVIrrUEmW5eLI+5KVGBcHagOXzRjgny/XPrLy0HWe58lcjh+P3heAKzWBWSHbd5wSl44NSf57gflA+hrznzhxuR/Ys8h4fsRtFJfQUtj1xY8qtawCXHR5E+6XE3Pk5MHrPEOAi1FN3+LRzW/nwhTQBK2RGaDTr68HN8r1j4y8M9L/DnA5qu9LaeKr8igrmmsC86Fs3/F3mg78OM1odTjF+D4eb9QjKea232ebN+pNX5J9w6c3BqrhVW3gson3e2eIYYhAd9Rh/rWotgHnEppPE496bHthimqi1rxlXe5LW2UcEj0Ir/z1hvlXuZJ0RY2iqKTDd7443hvrawLzo2zdceR1GdqNEnuXGFMToSnZgZXGqpUDOVPCSmHTH58+MZdHVTB0/OLVwOdiIMIni572bQN+ANqieqUUcuhvvCHJQYzP0ISt7eBbPeNFF8JadXTk2uYMBFoSyqcKEr/eF3SIzAK2y9YdJyedDa8Zlx5OMX5NpJs3fY35z68zAzcSPwmQbjkxVwUuKl+CbjsWmDvEUISBcC83DiQbfOs4OVZJAL11JvRWQPW7uSr1ef//RCfCIyP7eKfq0FFdQk3r4t0zXUrfR3tl2459139wxzzjiWOpRnriJkUa4689h4KEcmMEpxdKKonqTXJpm0b0P7jSOCDG4jSIdoqRfs/VnqHANcDPevP9RHtg4p10H0eMC5rc8N3U4I+iG6cZjnzB/z/gKk0MbY+eP073wLKaBJfUXiYLOCJbdgy7/B+9hhIHlpvL5GY2rYOrzE8WDpBKpTCdmJP1hlEXaHvnlZ4XjqQkLkEOwyl5CtAOqIeK32/SG/BKvd7xrlPO3jC1gEsqlabXtrnmdtGPU5OvJwW+MQNcB1yoiWFR4rfqCOBhfc9klX3A38AW4FnZwmODvPjnPk61/1aaX8vN7EjwTTW3fjDC38RxChESc4r6hapKqoDKh7nimVs9E2TUQN5lzkDfEqAjqmFdJb2utYG/9AY8KUGIsT26ojQqH6ZNk7N4YOfiPM5XE7E2zghuKlWC7qhhjbWAEsRvMriNIjpkZOUgaUBl2b5jwB37v+f8DY+kmn/IzZzdnCXj328mBDsgeTHhcvtXRlU3XDniLqlMyossfyaQAlwNNEXlvBQjlGB5PnBAb74DEsVrjMqHKa89Ue2a1+ORvUuNf0Vfcie/zzG3VihNL6AVcLYmhMnEd9WRjWEnIDAjZdt2N7xA8O0RvmZHUuOkt0ukZI3x34bJgWu1sZBS69PQN1S8uSpqcNo1o/p4ZyZCldvpytJn/GuATsBFqC7H2Z2SrwKOarkywbx7FbV3r0Pr8xi4a0mMNtqMovw6y/i9RnnuBC7T4d2yhJogJkLuX3ntaclKXvbq8KTA7eQlfY25R27m3Ihx+NuJgRsSwLUaabe/qUlMdW2MOz17q2dKeqqEk3KSWY/5lgGdUc3qaujN1a4OyWpoHiEUyz83AXTK9u4V0SG1xkDHC8/h4X8WmjtFf7KXH6cHN1UoSS9UD6F6qAaB8Zy0mxNey4bADJTt2t3kJbB8kL/JkRS5wfNY/XHo0/GBq8QTc1oGx6eNb0ltjC8EOt19lWe0DH48vtpoxF3eGQ7yUhNV8pnMiZPLZ+qN+CftnUgEEhN0hCgbA1fUrsx9v84yfhddyiwfjQt8WbwQt6L6B9XTnojCJGaY/GzgmIO8bNP3l8ClLtfAhHs4K221+afczKeUE3PgneG+5oRyD4TE5F0HnSSmuiYxV7c7nyf/WWTuEj0zrYMrjYN3X+15CVUqfVEeyAvaS/iF3pAXJpB3zyYxZ6JKgduXLEKvT18OSHGClgWDfGsDXm7SYaNEJy82ljkITO9ox7CsE0j/CH/+dfpzKscKeendlrIHVhkb5GY+nW6V5vZJ91EbSewNB4kpgWoN3xToWKUc93wzKfh9oidWXngOD6PyWC7QnqrckhcbVYHden+6LwFJTCXUcMvLvXDzaw95lyVy1dt/q4xDA2/0TASuRyXs1nGEjRJ9H7tY3yc/EOU2BE4Cs9shThLzawQ/v7/+jJoxcHP7gYJ7lhipQkLC0gn122vqcgaJFzOORDipOKqqphHQzu/llukDfMvTE7BXzJoX/O8VLURPoL0OhVTVJM8k7z2J7Cm7h/RpOxF0yg4nFUGV7dcDWgM39GjrGblzceLl/G1+3djSsh6P61BkCx02KYOq4JIWEQofoJLko4ryJyAplR0kplQEv0MwBi6ODyiweaYxRMhH+OTvxcZcEitrPxqn5vra4FzfqRlDts1PjNEDu5ca//bt5BkL3KDd+w10KKQYocTxUzE0L+s9cIMmQYlCYvzau1AOOEcb7s4VStH3vZGB9QkS7j46/wlfarJBT4c3ryZqllQBIS+ZkC8J7+VP4mV5JwcPSWvgS/26L3UoKDsM0v//pfa2lNKP2SGjmsAEfaOg3XLL9fN66PffrV9fKJ8ujBcw3h7h7ZjI4wEiJT9MC97rOB3LRnDqJCaAisWX0yfEZsDVhZK5/fUBvtVHUo0jcVrddiz1Bf//VSzD3ah8l+ba4JbXXoTgaZAXNPmxZya9lEA6ZZOYAtpg19BhyiuAW/pc43k1nvOtNr1u/N6xKUM0IW6LKjGvchrePEEECcyX2fxfKYcHxuklWZ4l7OT8tw0PJ86tGZQlhFQ5y985SbRJjAcIdmtNpUMrza1COCJyytk38T7qI0m94SAxToNTXYdQLgduaFaPJ9e/Goir3K1fZhibr7vU8zzQFTUaoIk2tKW1ez9AeKrdzkPNeTmqjXgikRhnrlVl7eFrBVxbojB9Zg30paalGIfjRaf2LjX2vXiHd57h51ZU08MW2rtQQXs5DfEYu4/AWJqY2PKr4/E+jud3dJCVQo4QkE1keujHhjue53F4bbImB/fJQmD6OJ7T2kEidhP9XBk776XQn28Y84RsRHDTWGZ+or0Hkg9z+oTbNjjFdEipjvZKXAV069HOM+qXGcbmWNaXbfPNHQNv9kwGujuMTB39e4tH6IT8rN6DvtPEKJF0yg5T2h6+2qjKtw7ATXWqMmDNMP9HsZxzdXCFcWj2QN+aMiW4B5Wo21YfAKpHgBALIkBgcpJfCWUWf6kfK5+Dt+ZLfXFz8pgMzyWBmZDldX2ITlWUEz7AXPuCt5OQjMjLd1OC/Qnlw8gGEZ6QUiG9+VbXLvBWqETEW3tf4Rn3/WvBjbGkI7/NMbcNvMkz1e+lJ9AFlevSyOF1KRSGkFFOCGjyYgGPJqBO2SGlZFT5fmVUgm8LTY67N6zB46ue8394OIY8MvtXGAdmDfSlVirNfdqTdwWqquYcVHfiYhIycj+B2e1QVFtZyzs8McuzEBM7L8WWXx1kJ4mc82rK55LA1MnyuspRJjAeIHh+FUofXGlsEoIRhcGPKcbeQTdyliOUJAiPwTG167s8cBZq5k8bTQBubX8+z60b7v8kbbWR5tZmdJ+MC3zd/XLPaOBW4Fp9Om6qPQEVHEbGH+ET8iV6HzqgvT2JqFM+HUYpjKrEqeEgx52A7lXK0H/SQ96Vfy9y72DIzbONbc/f7plXoiD3ADfp6EJzTcqq6EO50+sie5KLCcyXOfx/MQdhyUpgfnXIl6iE39n6dTm9Z+VcEpjKJyE+0fC+FPxhmjFYyEX0ZPt8YxaJ2Y47Gt6YAqg8hoqoJN+mmsh0BrqVLsp9Q27zzPl2UvBnN4wl+GWG8fvYvt7F1crRX4eKOuvve4E+HVfSnoCsRibSJ+RZei+aK+Q4I1RZTpPjxprIXAPc7Ic7elzuGfe/4f7PDqzI/y7R/yw29i552vduhyY8D9yOStC9QnuRGqD6KZVBJX8b4nWJLwID2Sf12qijn+9M4M2K/jFAYDyAcXd7ah5JkYFmUZVUI33WI77mhObUyMYRPp22iUxBB5GpjUp8vVSfQG8EelYpw0ODe3pmvzc68OX+5cb+aDUK++SVwIaRd3kX1q3GQKCn/j5X6e/XRH9fJ3EJ5oORKQ8cRLVPbyw6lRFWKq7Xppb2yLRE5chcD/RIDtKnV3vPq0sH+977Y16USvvXGkd/nm78PutR39rOzXjJq7rEdtPex8tRHZrrZSEu0fDkCcJMYLIL9xTKEkKCUAVSViIxKMvz7KRbZ3m1s6rJrQTGTtwt/Nvs4HghFflwSlporNEbiXhhIhcCCDqITHkdBqivN/Q2qMTYG4EefrjzkvMY8uxtnrmrnvN/+PN0Y/PB05y5lJZiHP5lprF13Uv+T4ff4V14xYW8kBzkLh0iulF/fhtULkJ9VPJ+Bf19syMu0TY0Q/R+9JboVCZyXEAfYstqUlBXe8xao/qoXK+9ab1rVuLRezt7psx9wve/L8YHfjjtBnlrjaN/vmH+8/HLgW+nPuxLub2959XyJXlAe1pu0aSlgyZWjbUXrzKqYi8rcRGvS4wRmJNJsSweGZusdCTUK8aZtNsoy/OGk/2IArcRGA9g9u7IWempxgEhFPnT12PGAN+l+lQnp6DIEpmAXueiqCTYM3Uo4DxNZlprF3sXVIJjD6AXcGf1cgzoeBEvPtDFM2Xo7Z55E+73rpj1qG/tG0/53lrytO/dN57yvTVroG/dxAe9q4bf6Z3f/3rP1C4tGFG7IgP96j7vpQlLV/3+HfXnXaQ/v7beB8rofaeAC4iL83D3j96TWopKHUdkTE0KztAes5qaiF6gvWkdUPkyN2pCcztwZ8mi3N+iPkN6d/SMH9TDM2tsX+/SmY/41sx70ve/RU/73l34tO+d2Y/73pz+sC9l1N3eRU9088zscbln3AXn8HThgvRFeVh6asJyvSbCl+sQURMdJaim7UkJVB6PIcQlfgnM8GxOwTm9JmtlUk0y94n50uHBaaSfk3UW0nUnITA9ouB9KfLztOBYIRL5J3++YazSRlW8MNExOn69kRfUZKGMJjM19Sm6sfaGXKoNQkdUnkMXbShuBG7WhqObQ27Rj3dF5Rtcpw3Xlai+La31+zbWn1NTf24ZHZIo5OKT8WN6T/qfqFK2OmV7+go4CHIlVEXcudoGXIhKjG6rifLVqFwnW6duOoFO3ZRFp65CjY+4TBOWpqi8ltqocRLlUaHHIpq0O8mw7DEJiFKEBqRlRTEHoXEqSE4eFjfAAxiNq1Hx8GqZ6JvfuTDPdKeheGGiani8Dq+MTWaK6k2/rMP4nKVPsg008bhAe02aacPR0iEtUJUdF2tj1UR7V+qiEolraMJSTu8lRfXnmvp7OA2M23SgELBT72dNRYVyRZALaAJRQpPUSppcnKVJTQNNbJo6dKp5DjrVTOvU+aicm3qosFBNVBVRBU2aimtPi01axNsiOCmyy4Fxem4KufBm8wGFPx4beFhIhAu6rE4PjkdyYfKTzNiGJ6gJRQFtCIppUlNaE48K2hCdqQ1HFW2UquqDSmX9/xX188vo0EJxfX0L6PfPalxiwcDYze3mitrkyTMTyEanSmidKqttRcWT6NSZ+jnls+hUUW1fkjVpsomwkBZBruHMgdlN5jyZ4S71vgSBUruXml8Kgch/SVtt/lOyJGX1JiQEJv8Nj218/A4vjW2ECmjPSUFtPAo5/rYlWT/fNipZDUt+57WcCsoCh1FjBiqIuuRJpzwn0KnkLDqVk14VcOhUUL+HPwe9EgjwouLeZXLx3JpZiMuXqNi5G+EDCg7rRQshD+6R1GH+nnrTku687jRAnizG6ESS9flJcXJN7b4wT4pqiE4J3I26+mb9Jc5uHj9Q7LspwZeFOLho5o1K5i2hT1bihRG4EZfqPXGTGE+BwN3orm/WeXH0mzwoF2SZvcuMjUIcXDVe4EDdM6lCKJlXIHDjAWiT3hdbyHIIBO6FnbT2dBz9Jh9QaHAPWgppcJ+sHOK/HZXoJ2EkgVthN7YbJ0shELgX0/SNelscnZ4CQPGPXw48K4TBfbJxujELFUaSIY8Ct6KB3hf/EJItiBP0IHdNbsO1J3+p3y+i94/diO7qOLlIdvio9La5xjtCGFw47n65sRlV7WHPRxII3Ah77EojWQpBHKBPPhGYiB5SU/WHdIiTi+QFCphQ8XCKsU8IgzvllstohKpGkqZ2ArdivN4bH5WlEMQRgakZpc+LCoFZqT+kUxxcoIzRAYNu5nIhCu6VJc/4+xAaLSAERuBGdNJ745uyFII4IjCVc/n8Cfo1pVCRml9RPeD6ZPPcmpqw/IpqteJsuRJRAvO6/pDecUJgAkCJNcN8jwlRcK98MzE4Wd8YkgcjcCtK6b1xHxLqFMQPgSmfi+d6OHGYaYLjudcRnZBUtrCrkF6MgwuUkf+yYYoxQ4iCe+WPecZ7IF15Ba7HRr0/1pGlEMQJgfkSmJ2NLEfNOLOdAc6GtUH9eEf92K/6b5/jedc57PA70SIw1+sPeTcOvC8eVH+R8tvmmh8JUXBxIu9Kcxtq7kkBOd0KXIw5en/sLkshiBMCcyIZlA2BCWZ5Hycx6aH/PfsEHpyIEhh7IGMaKichlgmMF5UYWvnf5eY2IQpuFuNYuZLUQsYKCNyNJ/T++IIshSBOCMzFes8NZpFkxz5sE5jd2bzPlw5icqK8mi+jQWAAPiX282A8+qIUCQapmb7GOCIkwd1ybxdaEUrklTCSwI3oovfGpbIUgjghMJVz6RCww0e5ITA185PA3KU/6Dti153v0Yaw+HXNaZ7fxvnQVNOqql1ovR/znvoE5xTT2rkk9PfR5abViSTL3wBrV4wTmAn3e7sjc5EE7sZ5J9jIBYJEJzD99b+zq0yKSggJVB7Cdv1hd8QwgQkAJR+/hU75bZzXXO/PiCv6amHtOMX3eftm9T5DR/kUgVlsWg3A8lQ49fd0iyx82vcgUokkcDdK6/v4L1kKQZwQmNz0gcktgbmYUKjJuYdfF00CAyp8ZAF7yX2duNsITBA4Y9y93tvz1TinKC+J4wJak6b7T+m9PrsjoAjMy76Mx3YuMK2tC2M/hLT2+cBgbSCkEkngViQB6cAxJNlcEB8E5mRSnlAS7skIDJq8OCuRJhDFMmrnjfqm/sAvgIIxSGAMoPSMh/335adh3vK0YQFWtZZJ1vAOXguwWnT3ZD8XaFjQ6lRPkR1PBaz2bZKsldMD1rEU0xrbyWu1q5GU4cXp18drpaWY1oQbfFa/273W/hTTGt7Ba3Vu47HWzQtmet+jC0zr3ss81i2dPRmemn2vm9YTV3itBuWxGtRMstq3SbIWTwjk2zq9N8I/CigjBEbgcuzR+2JRWQpBDKNHHghMbjwwSQ7b+2WW97Ab30V8FpITpYEt+kPfjjESYxOYMrMe8z2SnwRmeGNFWu4b7rP2jTEzLuo3qUam531wTyBTmKmqQwHmTg1YzbJ4cXy1sHYuUSEkOyz1bFWPBVgd+mUmSJ/p9zYvSbL2rzOt7SOMTO/l/Kx+T3rzZZ3eHx18BSiHzEQSuBv2nlhBlkIgyBHFNPlJzs8vURsV77WAz4FKMURgTKDsvIG+x/OLvBydGUreXZ9qZAonPTU8FAY6Oif0vFse8maEnsY2U+SnYfcklUujc2Aeed6XkcTbzpHEu/HpYLZ5Nk9UU8TmqdE+61iKad2kv8MtfTwZyb9r7gjl6axfYUR9rT4cE5ykFV4IjMDN2KTvkyqyFAKB+1HL4f7ZCVwbSwRm5iP5N0bgg56B40JGdiJuctskK81+ns5tqX5lUmYCNNW0mpFkteialOn9nhqdPYGx/wasGbMDGRVQNjH54U3T2jlGeV/8Dcj4/AxvUR3vcTk2UQshjQqOdzB2ITACt2Kzvp/OlKUQCGIDJYAUMse0asUAgSk35SFP//wiMLcTymfp39lr3dvZY3UqFwoFrVsazERMOvTx5IoQ5URgjq0zrYXtfZney35N+16Z/was5vWTMon9uP3+0ZR3XvKPRbnlhcAI3AwJIQkEMYgk4E5CSWzpwEzcORckg8CMvsfTNz/Iy/YXjJMmSHXTPWFsUmGHhk6HwOx71cwII+1aZ1p9y6jw0VztkXm7ZyhUdF79JKtBzZA0b5pkNauZZI2b4I/6eq0eGnhRCIwgBvCvvn8Ky1IIBLGHUsA41LgB2xi+C/QEikT5u1QD+nJ8grGdxFv2ka7ebvnSmE3nr7Tv5bF2LDGtrXOVbF8Qyjexc1XssFLW6qSjM03r5npJ1i1ZvCknIjDHHKTlpUd9VlWwghdg7df/9/0jwWzDVcfWmdb2yYa14sWAtTU1+us1b6DvcSSEJHA3vKgS6qPIuAuBIKZRARhG5rrvNFSoqS9wdhS+Q21CjXOGoQYCZiIwXZpxVdSTdxeo6iDAWjzv+NJkZ9LupOl+a8sQIyPU9OHSUALtwmtUOKhFlvCPnaOSE4Gx+8XY0m+wN1NXYPvxlY5y66NzzIxKJzt/Jpoy9l5PX6QKSeBulEUa2QkEcQUDuBFYmcUrYwF/A8tQQ9CuRGXuh7PHR8Usn3cENTG2if5epUsXpumxdcaxaBpju2zZ6fk4lkPCbEOdoGtXCgHWk3d5rXubhP7OCP9oT021mli9+3itQ0sU6chKYJwECbsCKhvvEGD1u91rjb3Nl/H86lcmHZfcGw25uyPXaQMhBEbgVpyv75vPZCkEgvhDYVSV0mRgI9nnfhwCNmjC8wrwOHA7cBXQDDgXleFfQhuzExGeYuScY/J/qGY9DfatNHdGtfeLJidOz0dW+X5g5pLno8tNa0hz73G/Y9zwUD7KlmGhvBpPBawdK3KehWSXYNsVTMeFuDr4jvus5h2T8m0kQc1KXIx04hW4G9fre2WhLIVAEP8oC1wDDEZVLm1ExY+tPEq69u78BxzU/07P5Wu3LBzk/yVWWupvf920vplsWD/MMrL1hBxdrvJo9qec/mftnGNaH44NWuunBPN1HMGBFeYeoB5wBjILSeBePKP3lCGyFAJBYsIAzgLaoYZFPg1MBBYB7wBfo/rO/AMcyANRyU4+Bq7/5JXAqlifFRTP8vsc8yvgHGQatcDdWKT3lRtkKQQCQW7hBfz6dG5qI2fnSezKhrhs1JtMEaDmokHecUIU3CufjAssRfUVKqavsxAYgRvxu95fastSCASCcG4qdjXSg5rg+IBCQNX+13vuEqLgXpk5wPc8qiS+sL5uUqIqcBvsgoFdop8CgSBc+B44DIxGhSDQG4wX1VOkYqmiND+SahwRsuBO6X45N6IStwvq6yYGQuA23KgJzEpZCoFAEC4MAmpkeSwJRy8YoOHWucYPQhbcJwdWmHv8quy9HNLETuBeTNME5kFZCoFAEGkkoXJmSgJ1Ul7wzxbC4D75ZpLxDlKBJHD/XrJdE5izZTkEAkE0Nh0/UBSo+eC1nn5CGNwn0x72DUdVpRVHKpAE7sQFmrxslqUQCDLhHFmCyMGHyqs404Bm+5ebe4Q0uEfSU42jjc+iI1AVSeAVuBejNIF5UZZCIMhAGWAHKsohiADsqdRlgUYfjQmmCnFwj2yeFfwWlf/iHOIoBEbgJniBbZrANJLlEAgy8Li+LybJUkQGdh5MCeCcR270DBDi4B6Z8Yh3HFAHNeFc8l8EbkRHvUn/IEshEGQi9nYLk2NAY1mSyMCHCk9U9UHL3UvMv4U85L8cSTHSzirPFUB1VMNBaWAncCOWIdVHAkFWXEnm5rGfIN7ziDHFZFSYovGywf65QiDyXz4fH3wXNd23AlAACR8J3IcqhOawlZLlEAgykMLxHfBvl2UJPzyEwkhnN6rBjdLULv/l7it5ADV5XMJHArdijN6YX5OlEAgyUA0VNspKYP5GjYMRhBn2WIHKwMUfvxx8T0hE/slvc4xfgOao6iM7fCTeF4GbUALYrzfmc2U5BIIMDCPnAcovy/JExgtjAqWB+tc2455j64xjQibyR4bc5hkKnIeqDjOR8JFbkESoi7VTvCeRrM9PyiKxiOeQ0QECQVYEgX9OQGDSgfqyTOHfmO2mdtWBll9MCHwiZCL6sm2+8ZsPLgVqanejNK/L/3vDJik+fZ8EG5Yj+Z1h1PhxmtHq9znm9TsWBO/8e5HZf9ciY+DOhcag3YuNx/9eZPb/Z1Hw7u1zzRs2TQu2+WhM4OwrL6KQvqZ+/X7eLKQmFlAK2Kc3ZKmuEAhCuCUH4rIV+Ap4C+gvyxR+2Mm85YCGnZrR99ha46iQiujKMz09z6H6adjJu9K8Lv8Iix8IzB9Epd9eD3TZtTj4wv7lxsrDqcbGY6lG+qldY+PYkdXmlv0rjLW7l5ijt8wzbn5nGDX0yc0fI4RmtN6Ul4u6CASZ0Ah1AK2n93A7F0Zm2EUYHr2BFtOn/0vfGxl8S0hF9GTjjOD3QGtkdEB+kRYf4O95JYU2zwp02rPMGH9olfFTVMrmV5tb9q80pm+dY9wy5lZKOTw0HpcRmZqo6fbpSO5LfpJrbxav4InE55CsIU05HEUWRzSBMWUpIg+fwwtzXv0a9PhvlfGfkIsoyFrj6E2X8SDKJS/el+iRdi/g79iQ5E0zAtceWGEuTE819uWrLqQah/YvN1L/mGP0vK8lRbPxzOQn7L4vE0R9Ik5WkhxExV8dgutfDtT+c06gyz+LjUf3LTVePbDcXJ622vjgcIrxfXqquSU91dyRnmruSk8x/0pfY249nGL8lLbK/OjASmPVvmXGpN2LjCe3vWHctGGiv37HhiRnIcpCaMKPNH2/FJGliM6GHtBemOpAy0kPeKcLwYi8vPlSIBW4RJ9wnd4X2VAio+c+ILBuKDV3LzVHpqeaO1w6D+vfPcuM1z4f62+kdSI/vTJ2c669qIR/QeQ8LP7nulJs27zA1buXmCMOrjLeP7bW2B/mQ1NaWor52b6l5ivb5ptd5/enTDaeP9l/Tg//6XtG5iFFCV7t7ioD1A/CFZtfD24SkhE52bPM3FWpFNehKo/Kifcl4sQl+Pl43wUHlplLTj2XJfpycJXx9k/Tgh1Q+TLRJjIFgN/0ZnyPqFJkSEvKIKr/vdB88OBK491j64zD0fYCp6021+9caAxa/0qgrgsIczzAbjVQQpYiepu8HzVeoApw0eVNuP9wipEmZCMy8uB1niHAxagGSEWR3JdI6LQXCHw4yn/+/uXGqljWl4OrzI9+nB5sF2UiM0pvxJ+JboaNuHgB/6BrKb5tbvCOg6uM993UviJtlfn1jvlm//kDKU8ojClembzhX33fSAO7KHthDFS5ZG3gson3e2cI2Qi/rB3mXwu0QSVEnqHXXfq+hNdIBBYOoOrepcbMeKqs27/CWP3WMH99TXi9ESQWLVDVFIeRHhZhIy7vvEDtXYvNl9NTjb2u1rVU49Depcbrn43zn59F12SPOjn2Ijkw+eZqL4CakdQQ6PjFq4HPhXSET36fY/xWvCBdUKV3FVHdkH1ywg2fDpeD5D/mmA+lpxr/xmnyd9rORcFhPVSybyS8MQWBjXoTfkrU6vTJ9Mdj/PX2LjXmxVL40kGa134zyWgpRCbXsKuQgrIU0TcAAVRIoypwUfkSdNuxwJ3JjrEmB5YbB5rX4W5U6Kg6mZvWyYZw+h7EwMpB/voHV5qfJoI+pa02Nq5/1Xep3ijD6Y2ZoTfg9ZogCU7R47JiEFX3LjNmxYMXcP9yI/WDl/wNHERGQkvHw9T3zlFZivwzBAYqg/os4NI2jeh/cKVxQEjIaVSWpBjp91ztGQq0As5GhY5kZED4PIfGr7OD96WnJpiephrpfy8MvlC3dEYS+OmSYbur6H6glqjXqelju/Mp/NdCY0j6GuNgvOnbniXGxFG3UxqVIyOHr8wo7bh/BPl0erB7w5QF6gJt77zS88KRlNhzf7pFRvbxTgHaobo1OquOJHR0esbC37cdpfYsMxcktHdvpfH+pHuokgejUhgYnuV5tQmNC7hV1OuUvC7BbycG20arGWJ+yZFUc/tvc4xbsnj/hMgoz7oFbJOlyGfDoDe5Cqh8mCueudUzQUYN5F3mDPQtATqiGtZV0usqoaMwhIwWDeLc/1Ya34uemdaR1eafH470tXQYlRPp1lV6o52vn18I+EE/NlPUK+9el6vrU/SvxebLiTQU99+l5sKx91BOvDEZaKDvoW/ltsj/m9LOh6kMnA9cOeIuqUzKiyx/JpACXA00RZWoF9MGQ2720zzpvvuSr9WR1ebfomeOUOUa4+APkwI3k7myLTs9G0do6Ny7wGr976+091WQByK96hl/g/9WGd8lJHFONf/4eqKvNZlzYxIVLRz3lMAFN2cQ1SW2KnABcM2oPt6ZiXTKOFVZ+ox/DdAJuEi7FksgJdPhIC/Gl68GrktfIyMvcmpOtnm2+SAqx8qXA4n5keOn5+5B9SUS5EEXf57qvyXfR1HkuxiHt802HnXsb4l6QLtR30sL5BZxz01qahJTXRvjTs/e6pmSnirhpJxk1mO+ZUBnVMVRDVRStElke3fEuy76AHPDFKNH1DuWxqD8Mcd4SntTsib3VsqGvFjAdqCOqFruQkaAue0NY6jomqPD+BJj1vnVKUzidvMdoO+l0XKbuMxwaCNcA7gQ6HT3VZ7RMvjx+GqjEXd5ZzjIS01Uc8BkpEX3aevgt5P93WOxl4ZLSIztibktBwJje2FaisqdmLw0rEqRXUuNeaJj2ZZbvzvkZsqSmHkxr+r76GG5VVx44tAkpromMVe3O58n/1lk7pIb17QOrjQO3n215yXgGu2pEvISRlf9FxMC1x5bK+Mt8iqbZgYfyhJOmnsCAnMMlQ8jeTDZ74P+DnUotmeZkSq6dYKquFXmV8925cwEJDF2Ltn1cru4l8SUQMXKmwIdq5Tjnm8mBRO6EuT3OebWC8/hYdT03gu0p0rIS5jIS+pzvkvjrqdG9PITjn01wd/dEcL8Oxvi8hcwTOutIAfycm0DSu1bbrwrOnVy+W+18cNYVdqfSBWX3+n7qaHcMu4OJxVHVdU0Atr5vdwyfYBveXoC9opZ84L/vaKF6Am0R5VKV9UkzxTyclrwAsHJ93Lu4dXmX2IUTqs66b91z/la60OH09vypj4tBkTdTkxeLq5DsX+XGm+KPuWBxKwyNgy8gYoJQmKSgAP63iost427T8VBVIl1JdSwt9bA9Z2aMWTb/MQYPbB7qfFv306escANwGWoHgBnokqlEz0bPxxGI9CmLmccWG58K8bg9OVwirmjWCFeFG9L3slLSSi0e7G5XPTolMJJn9/eKiE699bS5OUPuW1ig8QENNMsh2qP3wy4ulAyt78+wLf6SKpxJF5d8qkv+P+vYhnuRuW7NAfOQQ3BLIJ0pwyL0QAK/bXAmCtGIIx9iZ71f1lQhTalkWLu9NAHFNg2zxgv+nMa1UlLjZSSmQfXxqPeddUEZpXcOrFDYvyotvhnoJJ7GwOXAzc0q8eT618NbIinG/GXGcbm6y71PK+VtR3QRJ9kS6Om+Eozp/CEKZO/nRK8Wzb/CORrzTZHEhplIQP5coYPSP7pteBDojenL3++YbxKfI9QGaEJzHNy68TeKcXUoZNKqF4SzVHtyrv1aOcZ9csMY3Ms33zb5ps7Bt7smQx0R3XWbaF/ZyVUPpDku4QHXsAY05d6RxK+OVjkBvKlPu9thwwTPakernnO10Yq38In304xesWx3r2rCUwnuX1iN6RUSHsjqqMysVuheqLc2vsKz7jvXwtujKUb7rc55raBN3mm+r30BLqgcl0aObwuhSRkFFYyHACK7l1i/J9s+BGtEPm11bmUllBSjnoYfPx6qqWlmH+IvoQxmTzV2D93oL8pKkcwnvTOQ2gQahm5hWKTxNi5CyYqwbc8cBZqjlIbTQBubX8+z60b7v8kbbU7TzbpKUb6J+MCX3e/3DMaNZX3WqAtqoKjNmrAZTH9O/1yig2rJ6/AF+OD/WSzj7xsnh0co8OePtHfTHroBwrvXGKsFj2JQKO7Zca3Z5WnRJyR54aavGySWyh+vDEFUOXEFVFJvk01kekMdCtdlPuG3OaZ8+2k4M9uGEvwywzj97F9vYurlaO/DhV11t/3AlSSbiVUIz9nroucXsNnOIw+bal+eLU0RozW/Jpp9/kuQuZzOeEDCnwzUUh0JGXLXDPeyPOTmsBMklsofgySTWQKOohMbVTi66VAR9Twq55VyvDQ4J6e2e+NDny5f7mxP0o9Cg49c6tnc5vGfFy3GgOBnvr7XKW/XxP9fZ3EJYjkukTs1Lt5dmCKbPBRbAWwxPif9pZKKEnnvTx8PbWPpBh7RT8im4e19GnfJXFEnj/RBOZa2c7jL6zk04bfJjLlUTkk9VEt99ugEmNvBHr44c5LzmPIs7d55q56zv/hz9ONzQdPc+ZSWopx+JeZxtZ1L/k/HX6Hd+EVF/JCwMfzWun2Atfp73Gx/l41daioRA7ERchLeA2HOepuzk9fI0Mao96IcVjgWlTH6ET2wtgkushfC8xloheRl3+Xml8VUaF4mzzHKkqjmkIeQf0eQRwTmYDeLIvqC38mKk/mPE1mWgNXoPJlugI9gF7AndXLMaDjRbz4QBfPlKG3e+ZNuN+7YtajvrVvPOV7a8nTvnffeMr31qyBvnUTH/SuGn6nd37/6z1Tu7RgRO2KDPRDH/0+t+r37aI9QN9rEvOs9rZURiVhFdMhMCEu0TEcRf+Yby6SjT0/enSYX6Aq6RLZC+MFklcP9XYSnYiefD058DCZS/pjEbdqG7JWtvPEIDJ2/xhDezeKadJwpvZ81EX1k7lYh3Iu12TjGk08rtfempuBW4BuDrlFP94V1SH3OlRZ25Wovi2t9fs21p/TTyvfz3oTL0Tm5FwJFUXBcLx4BxfIlOl89cLcqA1JInphPPqgUnzfMun6HNXu0KvNvztdyJl6/WN1r12lbcidsp0nFpnxOrwyNpkpiso3KYvKPamuPTR1UK36G6OSai9Cdf5tAbR0SAtUD5qLUROzm2jvTl1UInENTZTKoTqSFgd+0wrY2eFtEeISRe/L1tnGHNnQ89ELs8T8KIG9MD6g4Mdj/X1FF/KheGJmcBShLr2xpndnAkeBw9puCRKYzNiemaD2ghRAjSooppWjtCYeFTS5ORM1ULIKaoBiVR0Cqqz/v6J+fhlUp+DiqFb/BfT7B/Xn9dUE5lMhLdH3vlzfnNrpa04vx0nk9GXSg77LSLxcGA8QLAilDiw3NokeRF+OpBj/dr+UasRmb5hnte1YJNu5IGuYyfbQ+B1eGpvYFNAem4KavRdy/G1Lsn6+oV8f0O/nzeJlMYHtWhHbyCWIqvelyLeTjedlI89/2TrXnE98JFXm2fvy/ij/PaID+Sc/TguO0IdVfwwRGB+wTduNDrKlC05GarKK9ySS9fknSsLtrxXxXVnuqBEYAyi9f5nxq2zirjgJH2helyokzogBO/el5J5lxjeiA/k6KX1n3fJUiDEvTCdC+ZMe2dIF+YmCwD/ihYnq6aXQ9AHea2QDd498MDr4kD4JJ0J3Xh9QcNajUnnkBvno5eBDxE4uTBLwmbYXfWU7F7gBthfmU1mKiJ98A0CJn2caM2Xzdo/sWGC8j8o3C8b5qTJDB7fOlb4vLkkk/zqGdO9abSt2oFIVBIJ8hwn8oRXzGlmOiBqPZKDswZXmdtm8XTQHbI1xpN35nE38l1R7geTL61JLEsjdI6Pv9rWKAd3zAT9qO/GgbOcCN+EurZjfa0UVhN/16gMKj7/fe5Vs2u6T/73kewBVrRdLCZV51UE/UOT9kYFH5Zq7R36eHpyISiT3u9gL00vbiC360CsQuAZ+B7u+R5YjIsYjAJT4Yrx/lGza7pPfZgeXEt9hJDt594ztC4z35Zq7Rw6sMLeg2l6YLtW9EsCf2j7cJNu5wI24UivoP6jGeoLwGg8TKPv3IvMz2bTdJwdXmX+h+ifFa08YL1CwbWPOSV9jHJFr7i555R5vO9ybzDtP24b3kJ5hAhfjTa2oo2Qpwm88zihCtfQU45Bs2O6UATfQktjtjpqb8FHRlUP998q1dp98NcE/ksxdod2CG7RNOITqDi8QuBZ1gXQt9WQ5wms8RvaR0lU3y9rnfQ8Rn03tMsJHP88ILpBr7T75e5H5GarrupvCSGWBnZrAPCJbuSAWMFIr7AfiLgwbgQkCJd8ZERgsm7V75fupxuuo8RvxlgfjRYXGKuxfbm6Ra+3KSrjDtStQA/dUIwV1yMgC1iFN6wQxgkLAVq24vWU5Tpu82N13y3w/1Zgvm7V7Zds88xNUHowZZxu2DyjcqQWN5Tq7Vybf770BlX+Y35VwScBcbQP+QCUYCwQxgy5aefeihkgKTn0jsE+/Ff96w/xcNmpXJ/L+gxqWGk/9YOwKuOLzH/ffJdfZvfLJy4EXURU/+R3CfF7v//8BTWQbF8QiFmolXi1LcVrGw6e9WlX3rzL/ko3a3XJ2Jc4hvsYK2CHMMz55JfiKXGP3yq+zgiu1t8PIRwJzj973jwLXyRYuiFWUJjQnqacsxykbDz9QpHhBzj621jgqG7W75bHraedw43viQP/sEv5ym2YF18o1dq/sXmz8qD3edil/tPG43u8t4E7ZvgWxjhu1Mu8Dqsty5Bn27Jni3S+nVb4MKrwjYDk2pWylRS9Prt/v6HLT6kSS5W+AtcvxN2B9uMIIy3ceXscb1vfLi7z2oPd2l7jxw0VgvKihrWfuXmL8IkTBxYm8KcYhA6poj200Q5geYJzeD44hgxoFcYRZhIY9+mU58rwxBIGSg7p7r8sXAtPz5ASmYfek3BOYxabVACxPBawd+u9mmsCsWxoMK4EJ1/vlRRY+43uY+KlEyhhhAVQ/vNo4IETB3XJtCy4gNNIiGvpnAvP1XpAO3CbbtiCeUBjYpBX8RVmOUyIwZ7zc13NHfhKYhl2TrLR1ppWWkr3k5T13LjCtrQtDHpl2msC8G2YC824+EJg3hweeQ4VP8zMPIZz65weKXXhOdCqQDk01raqaGPd+zJutB6+Zw4MXye+SlmJaO5eE9z0j7R186Q7v9USvoV194Du9t/8LtJctWxCPaAoc0YreSZYjTwbEAEpPe9j3YH4SmBbdcxcm+uzpoHXz+R6rQXmsquWxmrdMssY957fS7OekmNaEG3xWv9u91v4TEJh9r5vWE1d4rQblsRrUTLLat0myFk8IHN97ZVjQ6lQvyWpQM8lq3jTJmvSi3xrSOP8IzHsj/KNRDbzihcAEgBJ9O9MxGuu35np/hmfPV0t56bISmHYkZft/4Za3b1bfZegoX9gJTKS8g68/5u9L5GdyJaEmSqfpa/UTUEe2a0E8o5+DqdeS5cgTgSk7+1HfgHwlMLnIc3m7Z2bj08ARZuqmT9N2CMk2QNkRmO0jjEwhqqqOf/d7MnQq/+yeE4e38oPAvD86+CqhXjDeONC/IFBq2B3ebhFfv5RQPpQtk6b7syUw/gZY+yP8fT7T+V9DXw4/gYmUbq4Y6nsSFcKMFIGuhWpMZ1+juaicG4Eg7mHnw3yPDHzME4GZN9D3eH7nwHRu47FudkoLj3XLjZ4MQ9K/tEdt+MNDG/7XA4MWkClpt12WJN5MBCbFtG7Sf9/Sx5MRJlhzR4gcrV9hWEcXmBkE6ZZ+6jscWmJaTzTx5CuB+WhscCJQnvyrBImIB3BKf3/fSK/dlqcVca3WMska3sGbrefP6YGZPsBvtauRZFUtj1WtJtbQJ44nGltGGNbN9UKkqHnTJGuu05OXYlrDO3it3r081sbJ6rme8lgPdfRY7WokZZDxfn28GV5EN3sH337R/xKRKaUuhUrUtT3p/6DmHAkECYNk4EtC7aV9siQnNSAmUG7GAN+jbk3itV35y/v6raEPZTYiG4cFM4UDTkZgdo4xMghPWg6n16Ev+zJOx9XbJh2XJNwszDk1efLAjAq+GocEpsz0h339I712w7Vxv2+4z9o3xszQr29SjeMITE4euoZdk7L10PlqYTUrH3pdb4dHsFmW9wOseln+9tVS+up27+B7I4PjUCHMcHkACwADUE1J7SqjqdrLIxAkHCoC2/TNMEmWI3cEZvIDnofyk8BUb5tkbZprWD/MMqyNryv5fpphbZqbORlxzQP+jByY7AzAyQiMkzA1r5+USezHnxrty3jeU6N9rkri/d9w/xjytxdHRDyAcwb6Hovkuh2dGUreXZ9qZAonPeXw6NlJvIB1Xtska9MKracPhPRm7uxAJg+dk1i83Tf0vJWLgscRokkv+jN0eo3OgXnkeV+Gt8bt3sEPx2R4AE+XwFQFXgJ2O+7jd1H5jAJBQqMhcEDfFINlOU5KYMoOv8PTx805MEeXhzZ3m7C0a5lkPdnNm6cQkjOP5rz6yv1uS/OmSVazmknWuAn+EIEZ7i4Cs/LZwAtx5oExgbKzH/MNjHayuJ1Em9w2KcMb59SXb97M/B4TmnkzSG2Gh65LUo6enqdG+zK936TX/Nl+J5skx4J38IPRwQmnoX8+oB2wHNVJ174XPwQul+1YIAihI6F46v2yHCc+AT/YxXuTm6uQdmrXuq8W1odzg5lO1nnxwHz/iAo5Vb/yeMOzfbJhrXgxYG1NDRm37IjV7fkYQnp9gO/RMJ2AXeUBnPqQ75FIrpt9zTwVsPp39lr3dvZYncqFCLFdtWN7YJykJmvTxRa9PBl62y2bUmz7eb0f82bWv5XGCQlMLHgH3x7hfzmPHsBk4BpgOrDLQVqOAIuAi2UbFgiyx82omOoxZHL1iQhMmSsvpIOrCYw+nTbMcuKd1smXcWrdnwsCc2hqKPdh5TwHEZoTOr3OmB2wNurkYE+FzMbAmXuQHwRmRB9PH+KrCskEyr16v+f+SK3Z9heMk+ZZZVSxOQjM/hx0tUOfEIHJroLI/r9+g70n7EOUlYjEgndw7Qv+kSchMAZwEaoMeilwMMta/wAM1DosEAhOgrsJJYfdJcuRLYEpnZxMo2OpRrpbCcy+V0PEo30XjzX2Lp/Vrlzm5MgnH/VZh5ZkbkSWXSdeOxQAWP1u91pjb/Nl5EdUvzJ08rarngDryXu91pAO3kyflx+deHtezjWEN4nSFSGkp3t6b4vUmtnXu30vj7VjiWltnatk+4JQfknWJHDbo5epC3J7XwbhsD107bPx0I3JIYR0MgITC97BhYN8zzhCSBWB5qhZdKOBT4DD2RDEr4AhqMZ0AoEgj+jruJn6yXJkMiBBVMZ//b3Loj+N2na3d+l38j4waxwnVFuGPuGznqgbIho7VuRuFtKEDr7j3qt5x6RMzcuOLjatex3vDVjntUyyOtVIyqdZSMax0iU4n/jqxGsAZW+/gi4RSd51JLwunnd8KfLROaHk3knT/ZkIh7NT777JoeetnBfMKMnOShZ2jjEynrcuSxJvTgTG9uLEgnfwzLK8h2pTcfAEHq2NqEqiHtpbIxAIThN3ai+MBTwny5FhQAKozpp1Nr8e/MLts1j2zTGt9eOD1jeTDWuXY8TAltcNa0ce27LvnGNaH44NWuunBDNGD2QnGycb1odjg9Y3s4x8/e3/LjP/BuqiembEwyykjBBmg+q0iEizOG3Ugxfk3JjODrs07Jp0XNVQ566eTB46Zwgzk4fuIa817U7H8/T8rhPN4rI9KdVqYvXWfWDc7h0sVIBvHZ9zAPgc1X/rMVQibknZVgWCyOAWh4tzGjL80Z5FUxyo/cHowBIZWOde2TTT+BQ4m/iZRm17AEsDDdJWGQfD3vtFk5N+g705Puf7gY5eQisUganWMsnqVS+z961Fl6RMYaWji02rfxPPcR6Izt1DzRdPNA19y7CQF8cePup27+CZZbhbE5VKcaB/AkHMoS2wj1DfgURumORBlTYWAWrMHuh7SYiCe+WD0YF5QE1Ul+loTQOOBoEpBdT7a5Hxq9vWfMtUw1o/Pmj9MNc44XM+HBu03hkZsH5YmDficHS5ysXZn+J+7+CRFCPND/WIn2noAkFM4jxgiyYxv+m/ExFJqETQQkDlO67gViEK7pUJD3ieQjUAK6yJZ1IcEJiA9iidvWGq8Y5cZ/fKjgXGRuBcHSaKBw+gQBCzKA28r0nMIeCeBCYwyUAF0+TCtNXGf7JZu1PaNOFq7bovQOxXINkExq89SrXWDvNPl+vsXvl2UvBN4CygWJx4AAWCmEYAeJlQHHkxiZeElqkS6ZcZwc9ls3af7Fli7kB1mI7EIL38JNA+7VGqNrKPZ6Bca/fKyiH+V4HqqJBzPHgABYK4QCdCMzl2AJ0TzAsTQCXynr3kGf8k2azdJ+tfCa52uO/jJf/A9gAWACpdeG7+NFMUyZ0MvMnTB6iMCjl7hcAIBO7BmcCbDm/MGyRGD4NMp+Bb20oejBtl9L2+QUANQgm8SXGiexndeIHGu5eY2+V6u0+OpBpHyhalOfEzSFQgiEtjfifwryYx+4FHtYcinmGfgisATXctMf+UTdtFxiPFSDuzNJei8l8KxtnpNwlHJdLHrwRT5Jq7T36bE/wGaED8NFEUCOIWFYH5Dm/Mr0C3OL5pnXkw9d4cEVgom7Z75LvXjI+08SijvRXxpIdJ2qNUDDhrTF/fYLnm7pNVQ/3TiK8eRAJB3ONS4BsHkdkA3BiH7lOnEal16+XcIZu2e2TsPb5nUdUfxePUePhQeRVValagffoa44hcd3fJHR24DaiGSuCNlxCmQBD38KA6+G5yEJlNqLLrgjFqLDpospL18YI6THHhn/Pc11QsEeXgCmN/yaJcgkqejJf+L9ndY8moIYFNfpzm/pEWiSS7l5jbgabaM22X8AuBEQhiCH7gdtQ4eJvI7APGE3uN8Dah5kJ9C0zQBK0aKrZ9BlD/9Ue942Xzzn95d2RghdaveAwfOT2AQfRMrikP+EbLtXeP/O+lwAJCHXgl/0UgiPHT4jXA22SeV/Id8ASq1bvbMY3sp8huA5YAzxYtzL3/Lgv/bBqRvE2fvrIp3YFacRw+sgmMX4cnqlctzRWHU4w0uf7ukK6tuE3roDSwEwjiCGcBI4G/shCBH4ARQGvtGncbbsuBwDjl/YXP+FbKBp6fybvB9dp1H4/VR1mRqRJu/avBd0UHXDALao7xC3BhguigQJCQ8KGGRE4DdmUhAoeBD4EXgev1SSZaJ5gkbRBaAf2A14D1QNpJyMurwDkXn0PXI6nGYdnI80fu7cwDqOZ1pYj/4XnOwY51+l7Ng6ID+S8T7/eN0uEjKZ8WCBIAXuBiYCjwGZCeDUE4AHyOKtV+DrgDuAo4H6iCKlUMnuAz/KiEzkqo8trWqOqo/sAY1EiEL/XnWHmQI6g+OAVRjf0ueGdkQPpy5IP8PCP4NXCR1ofCCeC6txsqFkHlY7XYMsfYKLqQf7J/hbG3eBHaEH8NFAUCQS5RCGgDDAKWoqZf54VQHEA11PsXlTScnkdSsh14F5VsfJd2BxdCdRp2Pm8XqmzceRI+t/HZ3HR4tXFINvTo5r70bsd9QN0EO/na1UhlgYYv3uV7SXQh/2TpM/45QGNUdZhUHwkEAtCnmSZAV1Ti70RgGfAJqmnePycJ8xwG9gK/A18A64C5wEvAfUAXoJE+ueeEvo73+4lQ8rFztMCZwIVLnvG9IRt69OTzVwP/p714VQj13UgEAmPP5SoG1Ar6uOyvBeY20Ynoy3+rjAPVKnI1UNvhEZbwkUAgyDX8qNLZAtprYp+CwoH6mrz8j+N7wnj0qb8UcG65kly5e7G5Uzb2yMvh1cahlvXpDtRBla3apdOJcvJ1JvM2GXGnb5ToRT54XwYH3iBzArlMnxYIBK5y1w/XJCm7k7CzsV3TQT08z8vGHnmZ/bh/JnABocZ1iVa26tFemBJAbR+02TpXmipGU/YtN/dUPIOrgXOIr+nnAoEggQxJUBuSWkCrz8cHPpUNPnKyba6xuUCQtqiZM6VI3KoPmzxXBJr0vYYnRT+iJ+Pv904Q74tAIIgHQ1IAKAecV6cqN+1ZZuyVTT4CE6dTjcOdmtEXlbtUIcENR1by3PqTVwIfip5EYer0bGNj0EcbTaKd3hchMAKBIOYMSQCVSFoVuOjxmyWUFAmZ8Yh/OtAcqI7KSUr0ib9O8tyobjW6H1xpHBBdiZykpxpHb2zFA6jKo4rifREIBLEOL6GE3rOB1suHBqRDbxjlq4mBz3yq1P5cVNm0iZSs2uS5mCZ1LUb2kflckZTlQwJLgZaoisTiSO6LQCCIk9NwQVQ/iAbJQTr+NCP4g2z6py9/Lza3Vy7N9UBDVOioEDJvxkmeTU3q6gDt1k8IrBe9Cb/8Psf4rVAyV6K67pZF9eORvi8CgSBuTsOFUdUx59euRLe/3jD/ks3/1OXgCmN/2ybcg6o6qorqD5TooaOseufXpK4ScH7N8nSTkv7wStpq47/2jelHqPotkXoPCQSCBDkN24mV1YFmlzWk34EVxn4xAqeUtHvk7o6ep4EWKJd9SVSoTk69x5OYICqkURNocXMrnjiSahwRPQqPDL3NMxa4BJUwXYJQ9ZvooUAgiBv4UC79UqgOnZfc0prH/1slowbymiz5dA/PKNTohrNRIZJkJGHyROTZDiWdC7Qdc7d3qujS6cvKoYHVwOWosRVlUInToocCgSDuYDe4K6A3u3OB1r07eJ49nGKkiUHI3Zyjl3p7xwOXaaNRjlC1h7jsc/bC2HlYFYDzgI7Lnw2kij6dunwxMfBFQA2RbYSqOpL8K4FAEPfGxK+NSTlthNv07uB5VjwxJ/e8DFPkpS1qlIMk7eZN7+yS/spA0wB0+vSVwGeiW3mXza8HN5Uuxo2E8q+cpfvifREIBHFPYgqjKpPqAW1uuJSnDiyXXh05Nap7qrtnNMpd30CfeIuI0cgT7Dys4qg8rIsLmtzw5cTAt6JjuZet88wtlctwK9AMlVdk571I/pVAIEioE7GTxFzWqiEPSnVSZtm/3Njfs53nGe15EfJy+iTGRCU91wRaFCvMzRumBL8XXcsVedl2ViV6o/q9nEVoYKjkvQgEgoQmMXWB1tUq0PunqcGfxGCY1oapxvYW9bgflfNSHxU2KqzXTU68eYedh5Wsje9ZQMvCBbh5/YTA16JzJwgbzTF+q1aWXqiKIzt53E7alRCmQCBISBJj9+ooh0rsbWmaXL/0Gf+aRDYYT3Tz/AD8CzyEasRWXshL2HTOJjGltTFuWcCk6zsj/R8JWTlevpsc/KFiKW5FVb6dg0rCdyaPiy4KBIKEJjEF9cZYG7gYuPrB6zxj9i41/k2wxmBpo+/2zgBWAxaQBtyqSZ6Ql/CSmAKaxNRGhUWumzXAt0xIS0jeecn/fwVMumrPi5O8+IW8CAQCQYjEFED1iakONAHa16xIn89fDXyZCMbi55nBjc3r8SDQAWgKTNMk5ghwuxiMiHpiGgD9gIcHdPW8+t8q47+EThxPMdJfvc87D+iCaphYm1CvFyEvAoFAkI1BMVCVImei8j4uBa59+HrPy7uXmLvjcizASuPg6Lu9rwe8XAe00sa0MqrCY4gmMRbwpKhJ2FACuBp4CfhUk8RjwPXAVc3q8uiWueYfiUhedi42d9/U2vOcXp+LUV12zxDyIhAIBDkjiVC5a2FUXkxt4EKgQ6ki3Db3Cd+qtBTjcLz0dln7gv+92hXpA1yhf2dtVL5LEULlqXcC6ZrETNZGRJA3VARuAsYDGzRZsbLIWlRfkyZA+0IFuHXRM743j60zjiUKeXl/dOCzimdwp/YCnq+9oSUJdXsW8iIQCAQn8cYE9ImvpPZG1EfF4a+pV5X717zgfy92Z9oYxz4eE/j8svN4DOikvUwNtPEshcoxyJrv0hE4oA3tW9qDIMg9emdDWLLKFaihmJW0vrUCru/WxvPitrnm9ngmLruWGHsfu9kzAbgBVfXWQHtBi2siLeRFIBAI8kBi7JBSEaAsqndHE73BdqlXnQeWP+t/K1byFY6kGkfeGeH/uE1DHkflFrTRv6eW9jYVIdRXI7vS1EbAH9rY/oKqoBHkHiNPQF6+04QxQKgqrjZwEXBVIYOe0x7xrUhbHV9jL9JTjaMrh/jfKV+Cu1CjAZqhknVtfQwiieMCgUBwWt6YZH0arKANy/maAHQpW4w7Xunnnb9ljrnNjUbin4XmzpkDfCvOrsS9mri0RSXpno0KbZTQ3qbcVBmVAz7RRncfKmdDkDt4gS9yIDB3OvTN7/D+VQUaatJ83blV6P+/4f6Pjq01jsb8PKPxgW8vacATWofaaIJcTXsBJd9FIBAIwkRi7NNxQW3wK2oCcD7QGrgGuOmqi3l26WD/m/8sNHfmp3HYu9TYt+5F///17OAZ7oWb9fe7zEFcKmkDWdBxys1tQzATmOkwvqORvJjcrNmkHMjLLk2Qs+qb7f0rjyMXC+jarB5Pvj3C/2l6auwRmc8nBL7r0pLnUTlBV2gv09n6cFAUCRkJBAJBRIiMTxt8m8hUQIVgGqLKPdsD1wK3XNmUwZMf9C7d8Frwp0gn/qanGOm/zDA2zx7oW31za88ww093/T066O/VCNX5taImLoX07zgdQ3EXqk+MBXwG1BAVyRb1gW/1Oh0EHgX+chCYYdm8JonMuVglUDkhdYHmqJykmxudxWOLn/G9dXClcdDNpOVwinFk7Yv+j9qcz2AUob5S62U9oIqDTEuvIYFAIIgSkSmACi2VRbn7z0XllVyiyUNnoGuywe3XXMSQkXd55656zv/e968FN+5aYuw9lQqTvcuM/b/MMDavGeb/6OW+3oU3tfIMK16I3vpE21l/7iXaO1QH5ZYvp79nwTAQFycaA5u0Id4P9BT1yIAXeAw4TCjPpY7+v4s1+UvXxORk3r+gJp2ltZ7V1wSgI9C1RGHufrqH5/UNU4O/uKlq6bfXja2j7vYuOLMsD2j9tIlLA62XpVEVf+J1EQgEgnwgMnaOTGF9kiyvN+dztefjYlSYqQMqlHOd3sy7F0qmV+OzGNClGUPv6ugZM6CrZ9JTt3imDu7pmTGou2fqY109k/pe4xl33aWe5y+uy8BiBbkT6KFPsTc4CEtrVAJkI/251bR3qBQqDJGsv2ckjERhMoeUVuo1SGTUBT7W63EMGIMKIznRHXgjj7pmh5VsIlNP65ft+etRpyoDRvbxLvx2UvDnqFfKrTWO/jzd+H3yg94VF5/LU6guztfp79dME69qqKZ0dtK45LoIBAJBPsHuH+N3eGVsMlNWn7BraGJxHioP5WLtJbkMlVTbQZ+mr0RVY1yt5Ur9eAfgclSy46XaGFyACl2di6qQqqw9LSW1cSigv4+fUI5LJI3EjcBObbT3AL0S0CiZwFBUYzoL+B1VDp0TiuZRz+wkX0Pr2Bn6up+jPW6ttM7cAPQoUZi+d13peXX24743N0wN/vLfqvBWMR1JNY78MsP4bcnTvncfvMEzpWJJHtCk5Qb9PVppfT8XFSoqnYW42OEiIS8CgUDgMjJjolz/RVF5DKW1d+JMfRKtiUrQPAcVXqinpb6Wuvrxc1GJjmehmntV0R6WspqwFNWfY2pPS7RIS1aUARY5vDEfosIFiYAuwGb9u49qr0vBCOmYk8gU0rpVXhPluprctkIlyXZBefx6+uHORmfx1D1XeSaO7etdunSw770PxwS++X5qcNPWOeb2fxabu3cvNf7dv8I4sGeJse+fReaeP+aZf/0w1dj88SuBDSue9f/fxAe8yx+83jO1eV2eTQ7SBxU2vEl7gK7Qn3uB1uMaWk/tvCs7VCTERSAQCGKAzNiEJqA38GRt2Apr4lFcG6BSDjlDSym9+ZfUzyuqT7AFtYfFdHhZfPlEWrLDtcBWbczTgQma3MQjGgH/c5C2z7U3JBr6lTWMWUTrTAVNdLOGMdujPHvXojxmN6NCWbcCt6G8Zr1Qjfd6o2Zg3aZJSg/gFqArKix0jSYsdviysf686qhk8VJaX5MJb96VQCAQCPKB0HiykBq/g9wEc5CAQ3wO8TgMghuNQkHgRULhlH3AU5q4xQNqoXJYbOLytzb6nnzSLS+h5HI7J6sEyktXSROLs7VnpJH2kjRDTcJuRSiceblD2qLClq1RIc/mqHLuxijP2jnay3ImIW9gYULhSzeRaoFAIBCEwdgkOQhIXiQpG3E7agILydz35AntLYhF1APmocJEdmn08+QtnyVaZMb2+hVAhXCKkTmUWRGVQ1NVE5wa+nrZUkM/Xg0VtqykvTtltIeluIOwGA6SLaRFIBAIBHGDC8kcavkXGKWNp9vhQYVLUh3f/xDwivY8uJksexyExhnKNDXxKKjJTWFNKp1S2CHOsKVBzqFLIS0CgUAgiEtcDKxxEIGjqNLrTrivo28lYCCw0fF99wMvoSq+YhFZQ5leB8E5kdgkxe2hS4FAIBAIIoo6wBTtybDJwV/AeFROhjefvlc5oA/KW3TM8d02Ag+gwjACgUAgEAgSHMWBe4EvOX5G0HxUFUz1CH5+siZMzwGfZiEtB4HZqGRWj1wqgUAgEAgE2aEO8DSq7X7WoYd/AcuAIahS3vNQiaS5hYFKRr0cuA+YDHyFKvN2fs4BVC+bW4ifiimBQCAQCARRQhXgDlQF059kP8nZAv5Ddbz9Bvg/4G3gLeAdYD3wE6EOwdnJEdQwymGokmFTll4gEAgEAkG4UBnVQO1pYAHKe7LrBMQkq6ShOuW+CbwM3IOqjBLCIoh7/D9gzhUI+tbw9gAAAABJRU5ErkJggg==)

Concurrency control protocols can be broadly divided into two categories −

* Lock based protocols
* Time stamp based protocols

Major Protocols

* Locking (e.g., [**Two-phase locking**](https://en.wikipedia.org/wiki/Two-phase_locking) - 2PL) - Controlling access to data by [locks](https://en.wikipedia.org/wiki/Lock_(computer_science)) assigned to the data. Access of a transaction to a data item (database object) locked by another transaction may be blocked (depending on lock type and access operation type) until lock release.
* **Serialization**[**graph checking**](https://en.wikipedia.org/wiki/Serializability#Testing_conflict_serializability) (also called Serializability, or Conflict, or Precedence graph checking) - Checking for [cycles](https://en.wikipedia.org/wiki/Cycle_(graph_theory)) in the schedule's [graph](https://en.wikipedia.org/wiki/Directed_graph) and breaking them by aborts.
* [**Timestamp ordering**](https://en.wikipedia.org/wiki/Timestamp-based_concurrency_control) (TO) - Assigning timestamps to transactions, and controlling or checking access to data by timestamp order.
* [**Commitment ordering**](https://en.wikipedia.org/wiki/Commitment_ordering) (or Commit ordering; CO) - Controlling or checking transactions' chronological order of commit events to be compatible with their respective precedence order.

**What are smart pointers?**

Smart pointer is a wrapper class over a pointer with operator like \* and -> overloaded. The objects of smart pointer class look like pointer, but can do many things that a normal pointer can’t like automatic destruction (yes, we don’t have to explicitly use delete), reference counting and more.

The idea is to make a class with a pointer, destructor and overloaded operators like \* and ->. Since destructor is automatically called when an object goes out of scope, the dynamically allocated memory would automatically deleted (or reference count can be decremented).

|  |  |
| --- | --- |
| #include<iostream>  using namespace std;    class SmartPtr  {  int \*ptr; // Actual pointer  public:  explicit SmartPtr(int \*p = NULL) { ptr = p; }    // Destructor  ~SmartPtr() { delete(ptr); }    // Overloading dereferencing operator  int &operator \*() { return \*ptr; }  };    int main()  {  SmartPtr ptr(new int());  \*ptr = 20;  cout << \*ptr;    destructor does delete ptr.    return 0;  } | Output:  20  // We don't need to call delete ptr: when the object  // ptr goes out of scope, destructor for it is automatically  // called and |

**Difference between StringBuffer and StringBuilder?**

|  |  |  |  |
| --- | --- | --- | --- |
| **Property Name** | **String** | **StringBuffer** | **StringBuilder** |
| Storage Area | Constant String Pool | Heap | Heap |
| Modifiable | No (immutable) | Yes( mutable ) | Yes( mutable ) |
| Thread Safe/ Synchronized | Yes | Yes, Synchronized | No, Non Synchronized |
| Performance | Fast | Very Slow | Fast |

|  |  |
| --- | --- |
| 1. **public** **class** BufferTest{ 2. **public** **static** **void** main(String[] args){ 3. StringBuffer buffer=**new** StringBuffer("hello"); 4. buffer.append("java"); 5. System.out.println(buffer); 6. } 7. } | 1. **public** **class** BuilderTest{ 2. **public** **static** **void** main(String[] args){ 3. StringBuilder builder=**new** StringBuilder("hello"); 4. builder.append("java"); 5. System.out.println(builder); 6. } 7. } |

**Java Program to Remove Duplicates from Array?**

|  |
| --- |
| import java.util.LinkedHashSet;  import java.util.Set;    public class RemoveDuplicatesJavaExample  {      static void removeDuplicates(int[] arrayWithDuplicates)      {          System.out.println("Array With Duplicates : ");            for (int i = 0; i < arrayWithDuplicates.length; i++)          {              System.out.print(arrayWithDuplicates[i]+"\t");          }            Set<Integer> set = new LinkedHashSet<Integer>();      //Use HashSet if you don't want insertion order            for (int i = 0; i < arrayWithDuplicates.length; i++)          {              set.add(arrayWithDuplicates[i]);          }            //Converting set into an array            Object[] arrayWithoutDuplicates = set.toArray();            //Printing arrayWithoutDuplicates            System.out.println();            System.out.println("Array Without Duplicates : ");            for (int i = 0; i < arrayWithoutDuplicates.length; i++)          {              System.out.print(arrayWithoutDuplicates[i]+"\t");          }            System.out.println();            System.out.println("==============================");      }        public static void main(String[] args)      {          removeDuplicates(new int[] {15, 21, 11, 21, 51, 21, 11});            removeDuplicates(new int[] {7, 3, 21, 7, 34, 18, 3, 21});      }  } |

**How To Remove Duplicate Elements From An Array In Java Without Using Collection API?**

|  |
| --- |
| import java.util.Arrays;    public class RemoveDuplicatesJavaExample  {      static void removeDuplicates(int[] arrayWithDuplicates)      {          System.out.println("Array With Duplicates : ");            for (int i = 0; i < arrayWithDuplicates.length; i++)          {              System.out.print(arrayWithDuplicates[i]+"\t");          }            //Assuming all elements in input array are unique            int noOfUniqueElements = arrayWithDuplicates.length;            //Comparing each element with all other elements            for (int i = 0; i < noOfUniqueElements; i++)          {              for (int j = i+1; j < noOfUniqueElements; j++)              {                  //If any two elements are found equal                    if(arrayWithDuplicates[i] == arrayWithDuplicates[j])                  {                      //Replace duplicate element with last unique element                        arrayWithDuplicates[j] = arrayWithDuplicates[noOfUniqueElements-1];                        //Decrementing noOfUniqueElements                        noOfUniqueElements--;                        //Decrementing j                        j--;                  }              }          }            //Copying only unique elements of arrayWithDuplicates into arrayWithoutDuplicates            int[] arrayWithoutDuplicates = Arrays.copyOf(arrayWithDuplicates, noOfUniqueElements);            //Printing arrayWithoutDuplicates            System.out.println();            System.out.println("Array Without Duplicates : ");            for (int i = 0; i < arrayWithoutDuplicates.length; i++)          {              System.out.print(arrayWithoutDuplicates[i]+"\t");          }            System.out.println();            System.out.println("==============================");      }        public static void main(String[] args)      {          removeDuplicates(new int[] {4, 3, 2, 4, 9, 2});            removeDuplicates(new int[] {1, 2, 1, 2, 1, 2});            removeDuplicates(new int[] {15, 21, 11, 21, 51, 21, 11});            removeDuplicates(new int[] {7, 3, 21, 7, 34, 18, 3, 21});      }  } |

**Write a Matching parenthesis program in Java?**

|  |
| --- |
| public static boolean CheckParentesis(String str)  {  if (str.isEmpty())  return true;  Stack<Character> stack = new Stack<Character>();  for (int i = 0; i < str.length(); i++)  {  char current = str.charAt(i);  if (current == '{' || current == '(' || current == '[')  {  stack.push(current);  }  if (current == '}' || current == ')' || current == ']')  {  if (stack.isEmpty())  return false;  char last = stack.peek();  if (current == '}' && last == '{' || current == ')' && last == '(' || current == ']' && last == '[')  stack.pop();  else  return false;  }  }  return stack.isEmpty();  } |

**Search a particular string in File using Java?**

|  |
| --- |
| Scanner txtscan = new Scanner(new File("filename.txt"));  while(txtscan.hasNextLine()){  String str = txtscan.nextLine();  if(str.indexOf("word") != -1){  System.out.println("EXISTS");  }  } |

**Java Program to Find factors of a number using For Loop?**

|  |
| --- |
| package SimplerPrograms;    import java.util.Scanner;    public class FactorsOfNumberUsingFor {  private static Scanner sc;    public static void main(String[] args) {  int Number, i;  sc = new Scanner(System.in);    System.out.println("Please Enter any number to Find Factors: ");  Number = sc.nextInt();    for(i = 1; i <= Number; i++) {  if(Number%i == 0) {  System.out.format(" %d ", i);  }  }  }  } |

**Difference between final, finalize () and finally?**

|  |  |  |
| --- | --- | --- |
| Final is a keyword. | Finally is a block. | Finalize is a method. |
| Final is used to apply restrictions on class, method and variable. Final class can't be inherited, final method can't be overridden and final variable value can't be changed. | Finally is used to place important code, it will be executed whether exception is handled or not. | Finalize is used to perform clean up processing just before object is garbage collected. |
| 1. **class** FinalExample{ 2. **public** **static** **void** main(String[] args){ 3. **final** **int** x=100; 4. x=200;//Compile Time Error 5. }} | 1. **class** FinallyExample{ 2. **public** **static** **void** main(String[] args){ 3. **try**{ 4. **int** x=300; 5. }**catch**(Exception e){System.out.println(e);} 6. **finally**{System.out.println("finally block is executed");} 7. }} | 1. **class** FinalizeExample{ 2. **public** **void** finalize(){System.out.println("finalize called");} 3. **public** **static** **void** main(String[] args){ 4. FinalizeExample f1=**new** FinalizeExample(); 5. FinalizeExample f2=**new** FinalizeExample(); 6. f1=**null**; 7. f2=**null**; 8. System.gc(); 9. }} |